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ABSTRACT
This paper presents an efficient algorithm for finding matches to a given regular expression in given text using optimization of DFA. To match a regular expression of length n, a serial machine requires \(O(2^n)\) memory and takes \(O(1)\) time per text character. The proposed approach requires only \(O(n^2)\) space and still process a text character in \(O(1)\) time (one clock cycle). The improvement is due to the optimization of DFA that means without converting it into the NFA, directly convert into the DFA. Finite Automaton (DFA) used to perform the matching. Furthermore, the paper presents a simple, fast algorithm that quickly constructs the DFA for the given regular expression.
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1. INTRODUCTION
A regular expression, often called a pattern, is an expression used to specify a set of strings required for a particular purpose. Regular expressions are widely supported in programming languages, text processing programs (particularly lexers), advanced text editors, and some other programs. A regular expression processor translates a regular expression into a nondeterministic finite automaton (NFA), which is then made deterministic and run on the target text string to recognize substrings that match the regular expression. The pattern sequence itself is an expression that is a statement in a language designed specifically to represent prescribed targets in the most concise and flexible way to direct the automation of text processing of general text files, specific textual forms, or of random input strings. This paper presents an efficient algorithm for finding matches to a given regular expression in given text using optimization of DFA.

2. BACKGROUND
followpos(i) : is the set of positions which can follow the position i in the strings generated by the augmented regular expression.

followpos is just defined for leaves, it is not defined for inner nodes.

Computing Followpos:
A position of a regular expression can follow another position in two ways:

Rule 1: if n is a cat-node c1c2
For every position in lastpos(c1) all positions in firstpos(c2) are in followpos(i).

Rule 2: if n is a star-node
If i is a position in lastpos(n) then all positions in firstpos(n) are in followpos(i).

Evaluation of firstpos, lastpos, nullable
To evaluate followpos, three more functions are to be defined for the nodes (not just for leaves) of the syntax tree.

nullable(n) true if the empty string is a member of strings generated by the sub-expression rooted by n false otherwise

firstpos(n) the set of the positions of the first symbols of strings generated by the sub-expression rooted at n.

lastpos(n) the set of the positions of the last symbols of strings generated by the sub-expression rooted at n.
**Table: Evaluation of firstpos, lastpos, nullable**

<table>
<thead>
<tr>
<th>Node n</th>
<th>Nullable(n)</th>
<th>Firstpos(n)</th>
<th>Lastpos(n)</th>
</tr>
</thead>
<tbody>
<tr>
<td>A leaf labeled ε</td>
<td>True</td>
<td>Ø</td>
<td>Ø</td>
</tr>
<tr>
<td>A leaf with position i</td>
<td>False</td>
<td>{i}</td>
<td>{i}</td>
</tr>
<tr>
<td>An or-node n=c1</td>
<td>Nullable(c1) or nullable(c2)</td>
<td>Firstpos(c1) U firstpos(c2)</td>
<td>Lastpos(c1) U lastpos(c2)</td>
</tr>
<tr>
<td>A cat-node n=c1c2</td>
<td>Nullable(c1) and nullable(c2)</td>
<td>If (nullable(c1)) Firstpos(c1)U firstpos(c2) Else firstpos(c1)</td>
<td>If(nullable(c2)) Lastpos(c2) U lastpos(c1) Else lastpos(c2)</td>
</tr>
<tr>
<td>A star-node n=c1*</td>
<td>True</td>
<td>Firstpos(c1)</td>
<td>Lastpos(c1)</td>
</tr>
</tbody>
</table>

**Need Of Pattern Matching**

Pattern matching is the process of checking a perceived sequence of string for the presence of the constituents of some pattern. In contrast to pattern recognition, the match usually has to be exact. The patterns generally have the form sequences of pattern matching include outputting the locations of a pattern within a string sequence, to output some component of the matched pattern, and to substitute the matching pattern with some other string sequence (i.e., search and replace). Pattern matching concept is used in many applications. Following figure shows the different applications.

In pattern matching I focused on the regular expression amongst others application. Pattern matching will help to find right and appropriate result. Hence I proposed Streamlining of DFA Based Pattern Matchers algorithm to match the pattern.

**3. PROPOSED ALGORITHM**

Algorithm to make RE to DFA:

1. Create syntax tree with augmented regular expression.
2. Assign number to each terminal from left to right. If there is any epsilon as a terminal, do not assign any number.
3. Calculate the functions: followpos, firstpos, lastpos, nullable.
4. Put S(start node)= firstpos (root of augmented syntax tree) of DFA as an unmarked state.
5. Mark S and make it start state.
6. Now we give the input to the start state which is already marked.
7. Input is provided according to numbers which are given states.
8. If terminals are defined in more than one position then find the followpos of those terminals on different positions and do the union.
9. Now we find out the next state which is move(S,a) = S'(next state which can also be final state).
10. If the next state is new state then go to step [7].
11. If the next state is repeated state and no new state is found then stop process.
12. To make DFA according to move function.
13. The accepting states of DFA are all states containing the position of #.

**Example: Augmented Regular Expression**
(a | b) * a #

red – firstpos, blue – lastpos

Figure 4: Syntax tree with augmented regular expression

Calculate the functions: followpos, firstpos, lastpos, nullable

Calculate firstpos(i) and lastpos(i) for leaf i:

For i=1,
firstpos(1): {1}
lastpos(1): {1}

For i=2,
firstpos(2): {2}
lastpos(2): {2}

For i=3,
firstpos(3): {3}
lastpos(3): {3}

For i=4,
firstpos(4): {4}

lastpos(4):
{4}

Calculate firstpos(i) and lastpos(i) for or, cat and star node:

For or node(|):
firstpos(|): {1,2}
lastpos(|): {1,2}

For star node(*):
firstpos(*): {1,2}
lastpos(*): {1,2}

For cat node(.):
For leaf a:
firstpos(.): {1,2,3}
lastpos(.): {3}
For leaf #:
firstpos(.): {1,2,3}
lastpos(.): {4}

Figure 5: Assign number to each terminal from left to right

followpos(1) = {1,2,3}
followpos(2) = {1,2,3}
followpos(3) = {4}
followpos(4) = {}  
S1=firstpos(root)={1,2,3}  
mark S1  
a: followpos(1) ∪ followpos(3)={1,2,3,4}=  
S2 move(S1,a)=S2
b: followpos(2)={1,2,3}=S1, move(S1,b)=S1  
mark S2
a: followpos(1) ∪ followpos(3)={1,2,3,4}=  
S2 move(S1,a)=S2
b: followpos(2)={1,2,3}=S1, move(S1,b)=S1

start state: S1
accepting states: {S2}

Figure 6: Augmented ST with computed values
4. CONCLUSION
In this paper, we proposed an efficient regular expression algorithm to match the regular expression without converting into NFA. Which results the reduced area, better performance, less number of resources. To match a regular expression of length \( n \), a serial machine requires \( O(2^n) \) memory and takes \( O(1) \) time per text character. The proposed algorithm requires only \( O(n^2) \) space and still process a text character in \( O(1) \) time (one clock cycle). The improvement is due to the optimization of DFA that means without converting it into the NFA, directly convert into the DFA. The future scope of the work is to improve the efficiency of the finite state machine.
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