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ABSTRACT
Reversible logic is highly useful in nanotechnology, low power design and quantum computing. The paper proposes a power efficient design of an ALU, using Reversible Logic Gates. With power management becoming a critical component for hardware design developers, Reversible Logic can provide a viable alternative towards creating low power digital circuits.
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1. INTRODUCTION
The recent advancements in the field of Large Scale Integration, especially over the last ten years have enabled engineers to create new, more powerful devices than ever before. The technology has become ever more portable, personalized and has tremendous built-in functionality. This is the era of smartphone and portable computers. With the size of the chip being reduced, power consumption has become the paramount concern during design considerations. Many techniques such as voltage scaling, to reduce the power consumption of circuits are suggested but their use results in incremental improvements only [11]. It is predicted that the Moore’s law is at an end due to the inability of the designers to keep up with the power requirements of the future chips. [1]

One of the solutions to meet the low-power requirement of the future devices is by adopting an entirely new model known as Reversible Logic. Reversible logic finds its origins in the concepts of Quantum Computing [12]. Researchers like Bennett showed that the devices based on reversible computing consume much less power than the traditional irreversible devices [3, 4]. Reversible logic gates use one-to-one mapping between input and output vectors, thereby preventing loss of information, which in turn prevents dissipation of energy, as shown by Landauer [5, 6]. Different arithmetic circuits such as Adders, Subtractors, Multipliers, Carry Adders etc. based on reversible are available in literature. Toffoli demonstrated in [14] that reversible logic structures are satisfactory for design and implementation in computing structures and organization when those design rules ensure the logic structure is invertible. Deustch later stated that reversible gates connected to each other by means of unit wires can be sufficiently used for the generation of a quantum computational network [15, 16]. Quantum (reversible) gates are the generalization of classical logic gates. Deustch defined a source bit of ‘0’ or ‘1’ as a gate which, once every computational step, produces a value of ‘0’ or ‘1’ on its output [16].

In this paper, the authors propose an architecture for power efficient Arithmetic Logic Unit circuits using Reversible Gates. The paper first briefly provides an overview of the reversible logic and few reversible gates in section 2. Thereafter, the architecture to implement the aforementioned ALU is proposed in section 3. The correctness of the proposed architectures is demonstrated through functional verification and performance analysis in Verilog in section 4. Finally section 5 concludes the paper.

2. BASIC REVERSIBLE GATES
In 1960, researcher R. Landauer demonstrated that circuits using irreversible hardware results in energy dissipation of kTln2 Joules due to one bit loss of information where k is Boltzmann’s constant and T the absolute temperature [5, 6]. Bennett showed that this energy loss can be avoided by constructing circuits using reversible logic gates [3, 4]. A reversible logic gate is an n-input, n-output logic function that maintains a one-to-one mapping between the two. Based on this principle, different basic reversible gates such as Feynman [7], Toffoli [8] and Peres [10] have been proposed. A 2*2 Feynman gate with inputs (A,B) produces the output P equal to input A while output Q as the XOR of the inputs [21]. A 3*3 Toffoli gate with inputs (A, B, C) and outputs (P, Q, R). It has outputs P and Q equal to A and B respectively while the output R is complement of the input C if both A and B are at logic 1, otherwise it is input C [21, 22]. A Fredkin gate is a 3*3 gate with inputs A, B and C giving outputs P, Q and R. The outputs are defined as P = A; Q= A’B + AC; and R= AB + A’C [23]. A Peres gate is a 3*3 reversible gate with inputs (A, B, C) and outputs (P, Q, R). The output P is equal to A; output Q is the XOR of A and B while R is complement of the input C if both A and B are equal to 1, otherwise it is equal to input C [24]. A URG gate is a 3*3 gate with inputs (A, B, C) and outputs P= (A+B) xor C, Q= B, R = AB xor C [21]. A PFAG gate is also known as a Peres Full Adder Gate. It is a 4*4 gate with inputs (A, B, C, D) and outputs (P, Q, R, S). The outputs take the values P=A; Q= A xor B; R = A xor B xor C and R= ((A xor B) C) + (AB) as described by Islam [17].
3. ARITHMETIC LOGIC UNIT USING REVERSIBLE GATES

3.1 Arithmetic Unit using Reversible Gates

The arithmetic unit is the most fundamental building block of any digital system. It has the ability to perform basic arithmetic manipulation like addition, subtraction, addition with carry and subtraction with borrow on bits of data stored in registers. These manipulations are known as Micro-operations [19]. The micro-operations which are used to cause data manipulation can be of four types – Register Transfer, Arithmetic, Logical, and Shift. An ALU primarily implements Arithmetic, Logic and Register Transfer micro-operations. Hence the part of a digital circuit that causes arithmetic processing of data stored in registers is called an Arithmetic Unit. An arithmetic unit, in its implantation makes use of the basic full adder circuit. A full adder circuit can be implemented using reversible gates in many ways. Two of the easiest methods however, is by the use of two Peres Gate (PG) or by using a Peres Full Adder Gate (PFAG) as suggested by Islam [17]. The two methods have been shown below.

Fig 1: 1-Bit Full Adder using two Peres Gates
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Fig 2: 1-Bit Full Adder using a single PFAG Gate
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The above given circuits provide two distinct implementations for one-bit Full Adder circuit. These 1-Bit implementations can be made for additional number of bits, (say 4 Bit) using a Serial Adder. The other crucial component required for the design of an Arithmetic Unit, is a Multiplexer. Here, the authors have used the simplest multiplexer design available in the literature; that is by making use of three Fredkin Gates (FG) [21]. The circuit diagram for a multiplexer has been given below.

Fig 3: 4X1 Multiplexer Design using three Fredkin Gates

In the above figure,

\[ A = S_0'I_0' + S_0'I_1' \]  
\[ B = S_0'I_0' + S_0'I_1' \]  
\[ Y = S_1'S_0'I_0' + S_1'S_0'I_1' \]  

Using the above described elements, namely the Full Adder and the Multiplexer, one can fully implement the Arithmetic Unit. The following block diagram shows how this can be accomplished.

Fig 4: Block Diagram Showing the implementation of an Arithmetic Unit

The authors have therefore proposed the design of an arithmetic unit for which either of the two Full Adder designs may be used. The most optimized form of the circuit has been discussed later in the paper. The authors would also like to draw the reader’s attention to the fact that further optimizations may be performed for the adder as well as the multiplexer circuit, which can yield better quantum cost, lower gate count or lesser garbage outputs.

3.2 Logic Unit using Reversible Gates

The next design, required to implement an ALU is the Logic Unit. It is that part of the ALU which is used to perform bit-wise logical micro-operations. The proposed Logic Unit can perform logical AND, OR, NOT and XOR operations. This was proposed using two architectures. The first architecture made use of a single 3X3 Peres Gate (PG) and a single 3X3 Toffoli Gate (TG) used along with a 4X1 Multiplexer circuit. The Multiplexer Circuit used here makes use of the same three Fredkin Gate implementation that has been discussed before. The first proposed architecture is given as.

Fig 5: 1-Bit Logic Unit using a combination of Peres Gate and Toffoli Gate

In the next proposed implementation, the authors make use of a 3X3 Universal Reversible Gate (URG) used alongside a basic 2X2 Feynman Gate (FnG) along with the three Fredkin Gate Multiplexer used previously. The proposed architecture for this Logic Unit is given by.
The equation for $O$ in both the circuits is defined as,

$$O = S_1'S_0'I_0 + S_1'S_0'I_1 + S_1'S_0'I_2 + S_1'S_0'I_3$$

where,

$$I_0 = A + B \quad \cdots (4)$$

$$I_1 = A \cdot B \quad \cdots (5)$$

$$I_3 = \text{NOT } A \quad \cdots (6)$$

$$I_4 = A \oplus B \quad \cdots (7)$$

Hence either of the two implementations can be used to produce a Logic Circuit. With both the Arithmetic and the Logic Unit implemented, one can now look at the implementation of the ALU.

### 3.3 ALU design using Reversible Gates

The designs that have been suggested to implement 1-Bit Arithmetic Unit and 1-Bit Logic Unit are utilized to create an ALU. The proposed ALU will perform the following Micro-operations. [18]

**Table 1: Functional Table for Arithmetic Logic Unit**

<table>
<thead>
<tr>
<th>Operation</th>
<th>Function</th>
</tr>
</thead>
<tbody>
<tr>
<td>$F = A$</td>
<td>Transfer $A$</td>
</tr>
<tr>
<td>$F = A + 1$</td>
<td>Increment $A$</td>
</tr>
<tr>
<td>$F = A + B$</td>
<td>Addition</td>
</tr>
<tr>
<td>$F = A + B + 1$</td>
<td>Addition with Carry</td>
</tr>
<tr>
<td>$F = A + B'$</td>
<td>Subtract with Borrow</td>
</tr>
<tr>
<td>$F = A + B' + 1$</td>
<td>Subtraction</td>
</tr>
<tr>
<td>$F = A - 1$</td>
<td>Decrement $A$</td>
</tr>
<tr>
<td>$F = A \text{ and } B$</td>
<td>Bitwise AND</td>
</tr>
<tr>
<td>$F = A \text{ or } B$</td>
<td>Bitwise OR</td>
</tr>
<tr>
<td>$F = A \oplus B$</td>
<td>Bitwise XOR</td>
</tr>
<tr>
<td>$F = \text{not}(A)$</td>
<td>Complement $A$</td>
</tr>
</tbody>
</table>

The interfacing of the Arithmetic Unit and Logic Unit in order to get an ALU can be described from the given block diagram.

One observes that the given implementation requires the use of a 2X1 Multiplexer. This can be easily implemented by making use of a single 3X3 Fredkin Gate.

The authors have proposed two architectures for arithmetic logic unit using reversible gates. The first architecture makes use of the Peres Full Adder Gate (PFAG) for its Arithmetic Unit and uses a combination of Universal Reversible Gate (URG) and Feynman Gate (FnG) in the implementation of its Logic Unit. The second architecture uses two Peres Gates (PG) connected together for its Arithmetic Unit and uses a combination of Peres Gate (PG) and Toffoli Gate (TG) to implement the Logic Unit. These designs are shown below.
4. SIMULATION SECTION
This section first verifies the functionality of the proposed architectures (Arch-1 and Arch-2) to implement an ALU. The functionality has been verified through Verilog Simulation. Waveforms for the various micro-operations were generated, and verified. Thereafter, the effectiveness of the proposed architecture is demonstrated through their synthesis on FPGA using Xilinx. The synthesis report generated has also been included by the authors in their findings.

4.1 Functional Verification
This section includes the functional verification for architecture correctness. Waveforms generated for testing the correctness have been shown below.

Fig 11: Waveform analysis for the Addition Operation

Fig 12: Waveform analysis for the Addition with Carry Operation

Fig 12: Waveform analysis for the Subtraction with Borrow Operation

Fig 12: Waveform analysis for the Subtraction Operation
 input of the subsequent reversible gates. The quantum cost refers to the cost of the circuit in terms of a primitive gate. It is calculated knowing the number of primitive reversible logic gates (1*1 or 2*2) required to realize the circuit. [20] The comparative analysis is listed Table 2.

<table>
<thead>
<tr>
<th>Table 2: Comparative Analysis of the Proposed Architectures</th>
</tr>
</thead>
<tbody>
<tr>
<td>Architecture</td>
</tr>
<tr>
<td>---------------</td>
</tr>
<tr>
<td>Arch 1</td>
</tr>
<tr>
<td>Arch 2</td>
</tr>
</tbody>
</table>

5. CONCLUSION
The use of reversible logic and reversible logic based technologies is a promising choice for creating computational devices in the future. With quantum computing using Reversible Logic as the building blocks for the future computers, one can safely assume that such technologies will be critical in the near future. These circuits provide effective, power efficient alternatives to the modern day digital computers. They also provide significantly less number of garbage outputs as compared to other digital circuits. These designs can be further optimized to make them more powerful in terms of performance while keeping them energy efficient. The reversible logic based designs for an ALU as proposed by the authors in this paper are for 1-Bit Slices. These can be easily scaled up to 4-Bit or 8-Bit implementations by making use of Serial Adders and Multiplexers. Hence such implementations can be considered as rudimentary building blocks for complex computational architectures.
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