Analysis of Rule Engine

Deepali Joshi
M.E Computer
Mumbai

ABSTRACT
The technological advancement is rapid and dynamic. In a small amount of time there are various changes to be made. With change in time there are different trends. In order to help people new techniques, methods are being developed day by day. In an organization or different fields there are various rules that should be followed. The rules are also called as constraints. The constraints can be classified as hard and soft rules/constraints. Some of the rules are very critical and should be followed strictly and these type of rules are called as hard, while there are some rules which are not to be followed or satisfied strictly and they specify the working of an organization are called as soft constraints.

In order to achieve this a method that can be utilised and is known as Rule Engine. The term Rule Engine is quite ambiguous in that it can be any system that uses rules, in any form that can be applied to data to produce outcomes.
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1. INTRODUCTION
The rules and regulations are very essential for any organization or institute for proper functioning. In some situations the rule may vary or certain modifications are required. The changes may be small or have to be applied for small system then it can be done easily. If the changes are to be applied frequently and the system is large then it becomes a tedious process. The Rule Engine is a technique which allows to change the rule or modify it completely. It consists of various components and with these components the rule implementation can be done. Every component has specific function which should be carried out. When all components function smoothly then the expected output can be achieved. The basic component of rule engine is Inference or Execution engine, Rule base, Knowledge engineering. Apart from this the rule engine can also be viewed in high level. The high level rule engine consists of components which are a bit different then the rule engine as they have some additional functions.

The main objective is to study and demonstrate the working of Rule Engine. There are number of techniques, methods, software’s which are available to the users due to which the activities or task they perform will completed easily. As the time goes by some changes or updates have to be made. Similarly the rules might change and the new rules should be applied immediately. If the rules are changing once or twice the changes can be easily done, but if the changes are to be done frequently then it becomes difficult to update the rules since it becomes tedious process.

In order to solve the problem the Rule Engine is utilized. The main objective of rule engine is that it helps to modify the rules. The new rules are specified in a component called Knowledge Base. The change will take place only in knowledge base and then these changes are applied to the data. So due to this the tedious task of making changes to the entire system, the change in rule will only be reflected in knowledge base.

Rules are very essential for smooth working of an organization or institute. In short rules are essential in all fields and sectors and phases. There are some areas where rule remain the same till the end, while in some areas the rules are changing quite repeatedly. Whenever the rules change they have to be incorporated immediately so that the proper functioning will be done. If the rules are changing frequently then modifications should be done accordingly.

A method is available through which frequently changing rules can be implemented and is known as Rule Engine. The rule engine is made up of different components and these components implement the rules. There are various areas where rules are changing, some of the areas can be Medical, business, Academics. In the rule engine only one component is responsible for keeping track or storing the rules. As the rule change the changes are to be done only in that component and not the entire system.

2. RULE ENGINE
Rule engine can be defined as software component of a rule-based system that assesses individual rules and determines their applicability in a specific case or situation. At the most basic level, a rules engine is comprised of two components, a knowledge-base (consisting of rules represented in a computational format), and an inference or execution engine which can reason about incoming data based upon the contents of the knowledge-base in order to generate some form of output such as an instruction set or alert. An additional critical component of a rules engine is the knowledge engineering facility, which provides the capability to curate the contents of the knowledge-base on an automated, semi-automated, or manual basis. Basic rules engine architecture is given below.

Fig 1 Rule Engine Architecture
In the architecture (see Figure 1), incoming data (1) is reasoned upon by the execution or inference engine using the rules encoded in the knowledge-base (2), in order to generate some form of output (3), such as instructions or alerts. An addition critical component of this architectural model is the knowledge engineering facility, which allows for the automated, semi-automated, or manual co ration of the contents of the knowledge-base.

3. INFERENCE OR EXECUTION ENGINE

The inference or execution engine is the rules engine component that actually acts upon specific incoming data via the application of rules embodied in the knowledge-base, in order to generate some type of output. At the most basic level, the inference or execution engine can be defined as a software component that takes as its input one or more elements of data, applies a set of rules to that data, and generates some form of output. For the most part, reports on this type of rules engine component have described implementations which are specific to the type of knowledge representation model being employed.

Types of Execution Engine are:

1. Production rules
2. Logical or axiomatic rules
3. Hybrid rules

4. KNOWLEDGE REPRESENTATION MODEL

In order for the execution or inference engine described in section 3 to reason about incoming data per a set of pre-defined rules, it is necessary for those rules to be represented in a computationally tractable format. The format for such rules as used by a specific rules engine implementation can be referred to as the knowledge representation model. Examples of knowledge representation models commonly employed in the biomedical and computer science domains include context-specific Boolean rules such as those found in the Mycin clinical decision support system, complex axiomatic statements such as those employed by the Arden syntax for medical logic modules, and frames such as those employed in numerous biomedical ontologies and intelligent agents. The process of representing application-specific rules falls within the broader context of what is known as knowledge engineering (see Figure 2).

The KE process consists of various steps:

1) Acquisition of knowledge, to acquire knowledge.
2) Representation of that knowledge in a computable form.
3) Implementation of knowledge-based agents or applications using the knowledge collection generated in the preceding stages.
4) Verification and validation of the output of those knowledge-based agents or applications against one or more reference standards. These reference standards can include expert performance measures, requirements acquired before designing the knowledge-based system, or requirements that were realized upon implementation of the knowledge-based system. In this context, verification is the process of ensuring that the knowledge-based system meets the initial requirements of the potential end-user community. In comparison, validation is the process of ensuring that the knowledge-based system meets the realized requirements of the end-user community once a knowledge-based system has been implemented.

5. RULE ENGINE FEATURES

The rule engine is very essential for various fields. Through the rule engine it becomes simple to implement new rules and make changes in the existing rules. As the rule engine is used, if there are changes frequently they can be easily incorporated.

Due to this advantage the rule engine is very essential and can be applied to different domains. Each and every component has specific function which it has to carry out and generate the required output.

The features of Rule Engine are:

- Declarative Programming

Rule engines allow you to say "What to do", not "How to do it". The advantage of this point is that using rules can make it easy to express solutions to difficult problems and consequently have those solutions verified. Rules are much easier to read than code. Rule systems are capable of solving very hard problems, providing an explanation of how the solution was arrived at and why each "decision" along the way was made.

- Centralization of Knowledge

By using rules, you create a repository of knowledge which is executable. This means it’s a single point of truth, for business policy, for instance. Ideally rules are so readable that they can also serve as documentation.

- Explanation Facility

Rule systems effectively provide an “explanation facility” by being able to log the decisions made by the rule engine along with why the decisions were made.

- Tool Integration

Tools such as Eclipse provide ways to edit and manage rules and get immediate feedback, validation and content assistance. Auditing and debugging tools are also available.
6. ARCHITECTURE OF HIGH LEVEL RULE ENGINE

The Rule Engine architecture can be of two type’s basic and high level. The high level rule engine has different components like Production Memory, Agenda, and Pattern Matching. The Rules are stored in the Production Memory and the fact that the Inference Engine matches against are kept in the Working Memory. Facts are asserted into the Working Memory where they may then be modified or retracted. A system with a large number of rules and facts may result in many rules being true for the same fact assertion; these rules are said to be in conflict. The Agenda manages the execution order of these conflicting rules using a Conflict Resolution strategy.

![Fig 3 High Level Rule Engine](image)

There are two methods of execution for a rule system: Forward chaining and backward Chaining; systems that implement both are called Hybrid Chaining Systems. Forward chaining is "data-driven" and thus reactionary, with facts being asserted into working memory, which results in one or more rules being concurrently true and scheduled for execution by the Agenda (see Figure 4).

![Fig 4 Forward Chaining](image)

Backward chaining is "goal-driven", meaning that we start with a conclusion which the engine tries to satisfy (see Figure 5). If it can’t it then searches for conclusions that it can satisfy; these are known as sub goals that will help satisfy some unknown part of the current goal. It continues this process until either the initial conclusion is proven or there are no more sub goals.
7. RESULTS AND DISCUSSION

There are number of problems faced by the organization, in these situations the rule engine provides solutions to all the difficulties. Most of the organizations are now deploying the rule engine. The results of our research are: The rule engine has various advantages and features which help the organization to adapt to the changes in their environment. As and when there will be modification in the rules of organization they can be easily implemented via the rule engine.

8. CONCLUSION

The Rule Engine is very essential as it has various advantages and features also. Rule engines allow you to say “What to do”, not “How to do it”. The key advantage of this point is that using rules can make it easy to express solutions to difficult problems and consequently have those solutions verified. Rules are much easier to read than code. Rule systems are capable of solving very, very hard problems, providing an explanation of how the solution was arrived at and why each “decision” along the way was made. Rule engine is commonly used where It is a complex problem to solve, there are no obvious traditional solutions, or basically the problem isn’t fully understood. The logic changes often. The logic itself may even be simple but the rules change quite often. In many organizations software releases are few and far between and pluggable rules can help provide the "agility" that is needed and expected in a reasonably safe way. Rules could be used embedded in your application or perhaps as a service. Often a rule engine works best as “state full” component, being an integral part of an application. However, there have been successful cases of creating reusable rule services which are stateless.
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