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ABSTRACT 

Refactoring is nothing but a change that you make to the 

software. It is a series of steps that are carried out on the piece 

of software. After the refactoring is applied on the code it is 

important to note down the changes that have been done to the 

software. Care should be taken such that the behvaiour of the 

software does not change even if the refactoring is applied but 

its execution time, performance increases. This paper is in 

continuation with the other refactorings that have been already 

presented. Here we present three more refactorings that have 

been identified. The refactorings are applied on the projects 

and the results are compared before the refactoring is applied 

and after the refactoring is applied.  
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Keywords 
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aspect, Joinpoint, crosscutting concern, Refactoring 
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1. INTRODUCTION 
Refactoring is a process where the code in the software is 

changed. A simple refactoring could be changing the name of 

the variable. Refactoring is generally applied when you want 

to make some changes to the software. The process of 

refactoring can be done manually or it can be automated. 

There are various techniques that are used for refactoring. 

Some of them are Graph Transformations, Program 

Refinement, Formal concept Analysis, Assertions, Software 

Metrics and Program Slicing. Each of this technique 

guarantees that the behaviour of the software is preserved 

after the refactoring is applied to the software. The process of 

refactoring consists of various steps. The process starts with 

identification of the place in the code where the refactoring 

should be applied. One of the ways of identifying the place 

where the refactoring should be applied is  a “bad smell” in 

the software. In this paper we present three more refactorings. 

Each of the refactoring will be explained in terms of what it 

is; mechanism used to apply it, comparison of the code before 

and after the refactoring is applied. The systems that have 

been used and the software metrics that is used for calculation 

is already explained in [3] 

2. NEW REFACTORINGS IDENTIFIED 

2.1 Name of the Refactoring: Remove 

Aspect Inheritance (One Aspect Extends 

Another Aspect) 
An aspect that is declared as “abstract” can be extended by 

another aspect. A “concrete” aspect cannot be 

inherited. An abstract aspect can declare abstract methods and 

abstract pointcuts. The inheriting aspect should provide the 

code for the abstract methods and abstract pointcut. 

Refactoring Mechanics: 

1. Select the aspect that is to be refactored 

2. If the abstract aspect contains static fields, then simply 

prefix the names of the fields with the name of the aspect 

else go to step3 E.g.: AspectName.FieldName 

3. Create an Inner aspect inside the aspect which is the “sub 

aspect” 

4. Declare the Inner aspect as static 

5. Move the methods and the pointcuts from the “sub 

aspect” to the inner aspect 

6. Create object of the newly created “inner aspect” inside 

the “sub aspect” which is now an “outer aspect” 

7. In the “outer aspect” provide appropriate references to 

the methods of the “inner aspect” 

8. Leave the “super aspect” as it is 

9. Test the refactoring after each method is moved and 

references are provided 

2.2 Name of the Refactoring: MAKE 

Abstract Pointcut as Non Abstract in 

Abstract Aspect  
We can declare an aspect as abstract if it has abstract method 

or abstract pointcut. The word “abstract” is prefixed before 

the name of the method or the name of the pointcut. A 

pointcut that is declared as abstract should end with a 

semicolon and should not have any body of code. The abstract 

pointcuts also have advices defined on them. The abstract 

pointcut is made concrete in the sub aspect in which it is 

inherited. Here we are making the abstract pointcut non 

abstract. So the concrete aspect will have two pointcuts : one 

that is already present within itself and the other which it has 

inherited from the abstract aspect. 

Refactoring Mechanics 1: 

1. Identify the pointcut that should be made non abstract 

2. Delete the word “abstract” from the pointcut declaration  

3. Provide appropriate code or do nothing code for the 

pointcut inside the aspect.  

4. Test the code that has been refactored for behaviour 

preservation 

Note: If the abstract pointcut is deleted from the abstract 

aspect, errors are introduced in the aspect. So we have another 

mechanics as described under 
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Refactoring Mechanics 2 

1. Identify the pointcut that should be made non abstract 

2. Delete the “abstract” pointcut  

3. Move the advices code from the abstract aspect to the 

concrete aspect appropriately 

4. Test the code that has been refactored for behaviour 

preservation 

2.3 Name of the Refactoring: Remove The 

“Extends” Keyword From The Aspect 

Declaration 
One concrete aspect cannot inherit another concrete aspect in 

AspectJ. It can only extend an abstract aspect. In case of a 

concrete aspect that extends another aspect which is abstract, 

the keyword “extends” tells the AspectJ compiler that the 

concrete aspect should provide the definition for each abstract 

method and abstract pointcut. Also if the aspect is extending 

another aspect that the advices that are written in the 

subaspect get higher precedence as compared to the advices in 

the superaspect. So in this case the subaspect overrides the 

behaviour of the superaspect. 

Refactoring Mechanics 

1. Identify the aspect for which you want to remove the 

“extends” keyword 

2. Remove the “extends” keyword from the subaspect 

3. Move the constructor code from the “super aspect” to the 

“sub aspect” 

4. Copy the code that is written for the advices from the 

superaspect to the subaspect appropriately 

5. Delete the aspect if required 

6. Test whether the code preserves the behaviour 

3. RESULTS OF THE RESEARCH 

3.1 Name of the Refactoring:Remove 

Aspect Inheritance (One Aspect Extends 

Another Aspect) 

 

Fig. 1. Refactorng 2.1 Comparison Table 

 

Fig. 2. Refactorng 2.1 Comparison Chart 

 

Fig. 3. Refactorng 2.1 Execution Tme Comparison Chart  
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3.2 Name of the Refactoring: Make 

Abstract Pointcut As Non Abstract In 

Abstract Aspect  

 

Fig. 4. Refactorng 2.2 Comparison Table 

 

Fig. 5. Refactorng 2.2 Comparison Chart 

 

Fig. 6. Refactorng 2.2  Execution Tme Comparison Chart 

3.3. Name of the Refactoring: Remove The 

“Extends” Keyword From The Aspect 

Declaration 

 

Fig. 7. Refactorng 2.3 Comparison Table 

 

Fig. 8. Refactorng 2.3  Comparison Chart 

 

Fig. 9. Refactorng 2.3  Execution Tme Comparison Chart 

4. CONCLUSION 
As seen in refactoring 2.1, the values for vocabulary size and 

number of children shows no change, but other parameters 

like number of attributes, number of operations, weighted 

operations per component, lines of code, depth of inheritance 
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tree either show an increase or decrease in their values. 

However the parameter execution time shows a decrease after 

the refactoring is applied. In case of refactoring 2.2, all the 

parameters remain same except execution time. The execution 

time has decreased after the refactoring is applied. In case of 

refactoring 2.3, all the parameters show an increase or 

decrease in the values. But again the execution time has 

reduced after the proposed refactoring is applied. This is true 

in case of all refactorings. It can therefore be concluded that 

the applied refactorings will help the code in executing faster 

and therefore give good performance. 
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