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ABSTRACT 

Distance is the major barrier in Global software development. 

It negatively impacts communication and coordination. Many 

tools are used to help developers to coordinate their work. 

One such tool is Software Configuration Management (SCM). 

But studies have shown that SCM lacks in conflict detection. 

This weakness has been removed by workspace awareness 

tool. 

This paper describes Advance Version Control tool (AVC), a 

tool that does versioning of artifacts and actively monitor 

commit activities of the developer. It is an integration of 

Configuration Management and Conflict Management. AVC 

determines conflicts at right time and also provides resolution 

methods like code sharing. The developed tool allows the 

developers to focus on their main task i.e. programming 

without presenting trivial notifications and warnings. AVC 

also has integrated communication medium to further enhance 

the coordination. 

General Terms 

Distributed Software Development, Software Configuration 

Management, Workspace Management tools. 

Keywords 

Version control tools, conflict detection, workspace 

awareness. 

1. INTRODUCTION 
Globalization of software development has given rise to 

distributed software development. Distributed Software 

Development (DSD) or Global Software Development (GSD) 

refers to style of development in which developers work from 

geographically dispersed locations. These developers may 

belong to same organization or may be from different 

organizations. Also, the dispersed locations may vary from 

one building to another, from one city to another or from one 

country to another. In latter case, it is referred as Global 

software development. The widespread usage of distributed 

software development is due to its numerous benefits like 

reduced development cost, reduced time to market, best 

quality labor and proximity to market [1-6]. 

Nevertheless, its benefits DSD pose many challenges. These 

challenges owe to distance. Distance effects three areas of 

software development communication, coordination and 

control [2-5]. Due to less information flow in DSD projects 

coordination requires more effort [3]. Coordination is 

synthesizing various modules or parts made by different 

developers into single working unit. When people are working 

on same area then there are coordination problems. 

SCM tools like version control system (VCS) provide 

impeccable solutions for collaborating teams. It coordinates 

the activities of individuals or organizations in one form or 

another for collocated as well as distributed projects [7,8]. It 

also manages and controls the evolution of software by 

keeping track of artifacts [9]. 

Version control systems have undergone a change with shift 

in centralized to distributed software development [10]. Eric 

Raymond [11] has categorized the version control systems 

into three generations ranging from peer-to-peer to distributed 

approach. Third generation tools are distributed version 

control systems (DVCS). This category of tools clone full 

repository on the developer’s machine creating private 

workspace for the developer. Most of the operations including 

commit can be performed on local machine [10]. Private 

workspaces help developers to focus on their work without 

being affected by other developers work [12][13]. Due to this 

isolation, developers are unaware of each other’s work. When 

the changes from developers’ workspaces are reconciled, it 

could lead to merge conflicts [18]. Microsoft developers 

reported that in merging operation most of the time is devoted 

in resolving the conflicts [14]. Brun [32] studied nine open 

source projects from Github (http://git-scm.com) and 

concluded that conflicts are frequent, persistent, and appear 

not only as overlapping textual edits but also as subsequent 

build and test failures even with modern SCM tools like (Git 

[20] and Mercurial [21]) which provide enhanced method of 

automatic merging. Conflicts could be direct (conflicts in the 

same section of the code) or indirect (conflicts in dependent 

code also called dependency conflicts). However, if these 

conflicts are not handled appropriately it can cause merging 

errors, compilation errors, test suites failure and wrong 

behavior in shared repository. Also, late discovery of wrong 

behavior add to complexities and increases cost of correction 

as well [15].  The rationale behind this is lack of coordination 

and group awareness [16]. Conflict complexities are 

inherently less in co-located teams where developers have 

routine informal communication. But in distributed team’s 

direct communication is rare. In such a setting, some approach 

is required to enhance the level of awareness to improve 

coordination [17]. 

This is place where workspace awareness tools come into 

existence. Awareness in this context is “an understanding of 

the activities of others which provides a context for one’s own 

activities” [19]. Being aware of others work enables the 

developers to detect the conflicts at early stage before they 

diffuse with the main repository. SCM community has 

accepted it as challenge and realized the benefits of workspace 

awareness tools [22-30].Significant contributions have been 

done by [31, 23, 22, 34, 26] in workspace awareness which 

assist the developers to detect conflicts early by exchanging 

information among developers. These tools compliment SCM 

by coordinating across workspaces still maintaining good 

isolation. 

http://git-scm.com/
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A new approach, AVC, provides novel solution for conflict 

management by removing the limitations of currently 

available workspace awareness tools. The goal of designing 

AVC is to provide right kind of conflict information at right 

time by reducing the time wastage of developers in reading 

redundant notifications and warnings. 

2. BACKGROUND 
In this section, some of the existing workspace awareness 

tools are discussed: 

2.1 Related Work 
Palantir [33]increases workspace awareness by continuously 

sharing information regarding operations performed by all 

developers. All the operations are mapped into events and 

event notification system is used to communicate with 

developers. Palantir shows which developers are changing 

which artifacts by how much. Developers are informed of 

others changes when they switch from one artifact to another. 

Once modified artifact has been checked-in, Palantir 

calculates and shows the severity of change (by differencing 

between old version and new version). Palantir reports the 

direct conflicts at the level of artifact rather than individual 

methods or lines of code. For indirect conflicts, it calculates 

the diff’ in class signature and broadcast it. Other developers 

interpret this to determine whether this change cause conflicts 

with their local version. 

CollabVs[34] extends user interface of visual studio. It 

provides coordination mechanism to manage conflicts in 

asynchronous software development. The model constantly 

looks for dependency conflicts and makes developers aware 

of these conflicts. Program elements looked for dependency 

conflicts are classes, methods and files. Developers can 

choose the granularity of program elements for which 

dependency conflicts are checked. Also, team members can 

easily communicate through IM and audio/video session. 

Code session can be started where developer can browse the 

remote developers’ version to identify the conflicts. CollabVs 

also provides facility to set watch on remote developer’s 

work, which gives the information when developer finishes its 

editing task. 

Wecode[35] used continuous integration for conflict detection 

which runs as plug-in of Eclipse. Wecode address direct and 

indirect conflicts. It constantly merges committed and 

uncommitted changes of developers. This merged system is 

analyzed, compiled and tested. Developers’ changes are 

collected at save time. Each developer copy is internally 

represented as tree. Every file and program element is a node 

in system tree. Recent changes done to nodes are used for 

background merging. Nodes which are in conflict are tracked 

by node change tracking information. Each conflict is 

reported to the members who changed have the node. 

Crystal [36] identifies the conflicts in version controlled 

artifacts by actually creating a merged artifact. This merged 

artifact is compiled and tested to determine the conflicts. The 

resultant conflict information is presented to developer in an 

unobtrusive manner. Developer can also determine the 

relationship of his repository with other developers’ 

repository and with master repository. Crystal supports 

distributed environment and works with mercurial. 

Syde[37] is an Eclipse plug-in, which provides conflict 

awareness using change-centric approach. Syde uses abstract 

syntax trees (AST) to represent object-oriented system, where 

nodes of AST are elements of system. Changes are captured at 

every save operation. Whenever developer changes something 

in his workspace, syde captures it as an AST operation. 

Conflicts are detected by comparing AST of developers. This 

change information is then broadcasted to all the developers. 

Conflicts are shown in different colours. Red conflicts are 

considered severe because in this case one entity is already 

checked-in. Yellow conflicts are moderate in which both the 

entities are not checked-in. 

Cloudstudio[38]is a web-based prototype. It keeps multiple 

synchronized versions of codebase thus performing functions 

of SCM. Along with this, Cloudstudio provides real-time 

awareness system, which makes developers’ aware of each 

other’s work before the conflicts occur. This is achieved by 

editor which indicates other developers’ changes by showing 

changed lines with different colors to the current developer. 

Developer can switch to see the actual changes. Cloudstudio 

provides SCM functionality by implementing standard notions 

like repository, push/pull and branch operations. 

2.2 Limitations of current tools 
The above mentioned tools have been evaluated on various 

criteria. During this qualitative evaluation, it has been found 

that there are several limitations in these tools. This section 

discusses those shortcomings which have led to design a new 

tool. All of the existing tools have same goal i.e. to detect the 

conflicts at early stage and in this process, they produce 

unnecessary notifications which lead to numerous false 

positives. An aggressive tool will be producing higher false 

positives and less false negatives. In an extreme case, a tool 

detecting conflict at each edit will be producing no false 

negatives and high false positives. However, most of the tools 

which are integrated with IDE capture the changes in 

workspace at the time of edit or saving the file and report the 

conflict. Thus, these tools produce higher false positives 

because there is high probability that conflict disappears till 

the final changes done before commit [39].  

Moreover, plethora of notifications like who is changing 

which file or which element of the file, overload the 

developers and distract them from doing actual work and 

hence affect the productivity [42, 43]. 

 Another downside of these tools is that developers feel 

privacy invasion when each change is monitored and viewed 

by others. They want only final commits to be viewed by 

others. Also, conflict discovery requires conflict computation 

and communication cost. So, conflict discovery at each edit 

and save, involves lot of cost [40]. 

3. PROPOSED FRAMEWORK 
From current state of art, it is found that still there is a need 

for a tool which will discover the conflicts at right time. 

Keeping this in mind, a novel approach for version control has 

been proposed which has conflict detection and conflict 

resolution capability also. Version Control System and 

Workspace Awareness have been combined because SCM is 

the best place to monitor the activities of developers where 

they are collaborating.  This tool is named as Advance 

Version Control (AVC). It has been designed to manage the 

evolution of the software and to detect the conflicts at right 

time with reduced false positives and unnecessary 

notifications. 

3.1 AVC Framework and model 
Tool has been designed to deal with five aspects of 

collaborative software development:  

 Software versioning/version control 

 Conflict detection 
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 Communication among developers. 

 Code sharing. 

 Group Awareness.  

Software versioning is version control module. AVC is 

distributed version control system. AVC version control 

module has been adapted from Git [20]. After evaluating and 

comparing various distributed version control tools, it has 

been found that Git has been designed with excellent features, 

so it was natural to adapt it [41]. It allows the developers to 

create new repositories or clone existing repositories created 

by others. Cloning allows developers to create a private 

workspace on their system. Developers can make changes to 

files in their workspace, AVC track the changed files and 

stage them. Staging is one step prior to commit which assures 

that changed files need to be committed. Commit operation 

assigns new Revision ID to changed files. Pull feature is also 

there which allows developers working in distributed 

environment to see each other’s work. New version of project 

can be created by integrating work from different developers. 

Conflict Detection module is responsible for detecting the 

conflicts and presenting it to developer. AVC allows conflicts 

to be detected before commit but after the changes are 

finalized. Detecting the conflicts after the changes are 

confirmed saves the developers from trivial notifications and 

warnings. When a file is changed and staged for commit, a 

potential conflict is shown if the same file is staged or 

committed by some other developer. AVC will show the 

difference of your version of file and conflicting file. If there 

is no conflict it can be ignored. If there is actually a conflict 

then any of the conflicting developer rollback his/her code or 

they can start code sharing session to mutually resolve the 

conflict. 

Sometimes it is difficult for a developer to resolve conflict 

without communicating with other developer, especially when 

both the developers are having conflict in same lines of code. 

Communication in AVC is carried out using messaging. It can 

also be used for routine communication to understand the 

code like who is changing which part of the code and also it 

can be used to send message for starting the code session. 

AVC allows code sharing session to be opened independently 

or when conflict arises. The motive of adding this module is 

conflict recovery by using synchronous editing session 

between two developers. 

Group Awareness works in two ways. For Project owner, it 

provides information about how many contributions are done 

by each contributor. For Project contributor, it provides 

information about which contributor has maximum number of 

commits in each file. This information helps developer to 

know which contributor has more expertise in the code. Fig 1 

shows the working of AVC model. 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

Fig 1: AVC Model 

 

3.2 Features of AVC 
AVC is client-server application. It is entirely written in Java 

in NetBeans. It uses JMerge utility for viewing the difference 

and merging of files. 

 New AVC repository can be created or existing 

repository can be cloned. 

 Track the changed but uncommitted files and stage them. 

 Commit the file and creates new revision of the file in 

the repository. 
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 Creates the change log in the file with author userid, date 

and time of change and comments for change. 

 Branches can be created in local repository. 

 Other developers work can be pulled, either single file or 

whole repository. 

 Recent commits of any developer can be viewed of any 

selected project. 

 Diff n Merge(Auto) shows all the differencing files in 

two selected projects. 

 Diff n Merge(Manual) shows file by file difference. 

 AVC also shows the difference between subsequent 

versions of a file.  

 New version of project can be created by integrating 

different developers work. 

 Messaging service can be used for project discussions 

and initiating Code session. 

 Conflicts are detected real time. 

 AVC detects potential but perpetual conflicts. 

 Code sharing session can be used in conflict recovery. 

Developers can also open this session when they are 

closely working on the same code. 

 Group awareness system of AVC gives information 

about number of commits in each file and commits done 

by each contributor. 

3.3 Working of AVC 
AVC is an optimistic version control system which allows for 

parallel development. Developer has to create Username and 

password for Login. After successful login, AVC will open 

main window as shown in figure 2. This main window will 

provide all the options useful for developers for versioning 

and conflict management. 

3.3.1 Repository creation and cloning 
Option (1) Create Repository is used to create a new 

repository by developer. AVC will convert normal project on 

developer’s system to AVC repository on server. Developers 

can contribute to other developer’s project by cloning his/her 

repository from server to their local machine. This can be 

done by using option (2) Search Repository. Projects can be 

searched by using some keywords. Once the project is 

searched, it can be cloned. 

3.3.2 Staging and committing the changed files 
Once the developer change files, they need to be committed. 

This commit is done by AVC in local repository as well as 

silently on server also. But AVC adds one step prior to 

commit i.e. staging. When developer changes files, AVC track 

those changed files and stage them. Staging confirms that 

these files are going to be committed. This can be done using 

Staging option (3) in figure 2. This option will open the 

window as shown in figure 3. Changed files are tracked and 

staged by Tack Uncommitted Files option (1) in figure 3. 

Developer performs the commit on staged files by giving 

comments for commit. A new version is assigned to the 

committed file. The information about commits and the 

committers is saved as log in changed file. This log can be 

viewed by any developer. 

3.3.3 Information about contributors 
Owner of the project can any time view the contributors of the 

project. This information can be obtained by using 

MyContributors option (4) in figure 2. Developer can also 

view all the projects for which he/she is contributor. This can 

be done from option (5) MyContribution in figure 2. 

3.3.4 Creating Branches 
AVC allows developers to create branches in their private 

repositories by making parallel line of development from 

main repository and test the changes separately. Any number 

of branches can be created in AVC. Branch is created at the 

time of commit. 

3.3.5 Creating New Version 
Most of the time owner of the project is also the integrator. 

AVC allows the owner to get commits of all the contributors 

and create a new version of the project and upload it. 

ViewCommits (6) in figure 2 is used by Project 

Owner/Integrator to download the commits of all the 

contributors, merge them as required, produce a new version 

and upload it. A new version can be uploaded using Upload 

New Version option (7) in figure 2. 

3.3.6 Pull Files between developers 
While using distributed version control system, developers 

have private workspaces. So to see other developer’s work, 

they need to pull it. AVC provides option that any contributor 

can Pull work of other contributor with his/her permission. 

This can be done using Pull option (8). Developers can pull a 

single file or a whole project. 

 

3.3.7 Viewing Difference and Merging of files 
In AVC JMerge tool has been used for merging of java files. 

Two types of merging facility have been provided. Diff n 

Merge Auto option (9) and Diff n Merge manual option (10). 

First one compares the two folders and automatically detects 

conflicting files and shows the conflicts in diffviewer. After 

removing the conflicts, files can be merged manually. The 

latter option is used to manually select the files to view the 

difference or merge them. 

3.3.8 Conflict Detection 
AVC conflict detection for direct conflicts works at the time 

of staging. When a developer changes the file/files, AVC 

tracks the changed files and stage them. At that time, AVC 

will check if the same file/files are staged or committed by 

other contributor, then they are shown as conflict. Conflicting 

developers for the staged file are shown in figure 4. AVC 

allows you to view the difference of your files and conflicting 

files. If it is not a conflict, it can be ignored by developer and 

he/she can continue with the commit. If there is actually a 

conflict, developer can modify his code or can start code 

sharing with conflicting developer to mutually resolve the 

conflict. Code sharing session is shown in figure 5. 

 

3.3.9 Indirect conflicts with compiler 
AVC detects indirect conflicts with compilation. Developer 

can integrate other contributor’s work with their own work in 

different directory and compile the changes to determine the 

dependency conflicts. Get Recent Commits option (11) is used 

to view the commits of the other developers. Commits can 

also be downloaded, which can be integrated with developers 

own work in separate directory using Diff n 

Merge(manual)and can be compiled using compiler option 

(12). Resulting compilation errors depict dependency 

conflicts. 

Compiler can also be used to test developers own changes 

with the rest of his/her repository before commit. 
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Fig 2: Main window of AVC 

 

 

 

Fig 3: Stage, track and commit window of AVC 
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Fig 4: Conflicts detected at the time of staging 

 

Fig 5: Code sharing between two developers 

4. COMPARISON OF AVC WITH 

OTHER WORKSPACE AWARENESS 

TOOLS 
This section compares AVC with other workspace awareness 

tools. Comparison is shown in table.1.  Various features on 

the basis of which comparison has been done are given below: 

1. Setting watch in other workspace: Developer can 

set a watch in other developer’s workspace to know 

when some work under progress is completed. 

2. Synchronous Editing: It allows the developers to 

open local and remote version of the code side-by-

side. Changes done at one end are visible to other 

end on real time. This facility allows the developers 

to mutually resolve the conflicts. 

3. Importing remote code: Developerscan import or 

pull the conceivable conflicting changes of other 

developer, integrate them with local changes and 

test them. 
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4. Setting watch in other workspace: Developer can 

set a watch in other developer’s workspace to know 

when some work under progress is completed. 

5. Dependency Conflicts: This parameter describes 

up to what granularity dependency conflicts are 

determined. Conflicts are of two types that are 

direct and indirect conflicts. Direct conflicts are also 

called textual conflicts, occurs when work of two 

developers who have changed same piece of code in 

different ways is merged. 

Indirect conflicts are also called dependency 

conflicts.Wheneverthere is a changein some API or method, 

code using it get affected and can cause conflicts. One 

obvious method to determine indirect conflicts is by 

compilation which discovers all dependency conflicts. Some 

tools may use other methods like dependency graphs to 

determine dependency conflicts. 

6. Works with Version Control: This parameter 

defines either tool is working independently or 

interacting with some version control.  

7. Testing on merged code: This parameter 

determines whether the tool is performing testing on 

integrated code to discover more conflicts. 

8. Integration with SCM or IDE: This parameter 

determines whether workspace awareness is 

integrated with Configuration management, 

Integrated development environment or working 

independently.   

9. Conflict discovery before or after check-in: This 

parameter determines whether conflicts discovery is 

done before the commit performed by developer or 

after the commit. 

10. Code sharing: This is a medium used for 

communication between developers via code. By 

using code sharing session, developers can resolve 

the conflict by mutually agreeing on code. This 

parameter determines whether tool is using code 

sharing facility to resolve the conflicts. 

11. Conflict information to conflicting developers: 
Workspace awareness tools collect the developer’s 

workspace information and share it with other 

developers.  When a conflict is detected, it is 

communicated to developers. This parameter 

determines whether conflict information is 

communicated to conflicting developers or 

broadcasted to all the developers of the team. 

12. Time of conflicts discovery: Workspace awareness 

tools are designed to collect the conflict information 

at some particular developer action like at the edit 

time, save action or at the time of commit. 

5. CONCLUSIONS 
The purpose of using version control tool is to integrate and 

coordinate the work of different developers located at 

geographically dispersed locations. But these tools have 

weakness in handling the conflicts and these unhandled 

conflicts are reported at delayed stage. Workspace awareness 

tools have been designed by researchers to compliment SCM 

by providing the conflict information at early stage. However, 

these tools overload the developers with notifications, which 

makes difficult for developer to find real conflict information. 

The purposed tool, AVC, integrates SCM and workspace 

awareness. AVC conflict management detects the potential 

conflicts at right time without creating disturbance to the 

developer. It has easy to use versioning system and provides 

full control to developer for communication. The group 

awareness module of AVC provides enhanced assistance in 

development work. 

Another contribution done by this paper is analyzing and 

comparing the existing workspace awareness tools, which 

helps the team to select the particular tool according to project 

requirement. 

This research work can be improved in future by adding 

automatic merging techniques instead of manual merging. At 

present, AVC is detecting higher order conflicts by 

compilation. This can also be automated by using dependency 

graphs or some other techniques. 
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Table 1. Comparison table 

Sr.no Features CollabVs Crystal Palantir Syde Wecode Cloudstudio AVC 

1. 
Synchronous 

Editing 
Yes No No No No Yes Yes 

2. 
Importing 

remote code 
Yes No 

No, shows diff 

only 

No, only the 

difference of two 

developers work 

with conflict is 

shown. 

No Yes yes 

3. 
Setting watch 

on others work. 
Yes No 

No,continuous 

event 

generation. 

No No NA No 

4. 
Dependency 

conflicts 

File, method, 

class or 

interface and 

method 

Public class 

variables and 

methods. 

Class 

signature 

Yes(with 

compilation) 

Yes(with 

compilation) 

Yes(with 

compilation) 

Yes(with 

compilation 
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5. 

Works with 

Version 

Control 

No 
Yes, 

Mercurial 

CVS and 

Subversion. 
CVS and SVN 

With 

mainstream 

VCS. 

Itself Itself 

6. 
Testing on 

merged code. 
No Yes No No Yes Yes No 

7. 

Integration 

with SCM or 

IDE 

Integrated 

with Visual 

Studio 

Independent 

tool 

Plug-in of 

Eclipse 

Integrated with 

eclipse. 

Eclipse plug-

in 
Itself 

Independent 

version 

control 

8. 

Conflict 

discovery 

before or after 

check-in. 

Before 

Check-in 

Before and 

after 

Before  

check-in 

Before and after 

both 
Before Real-time 

Before and 

after  

check-in 

9. Code sharing Yes No No No No Yes Yes 

10. 

Conflict 

information to 

conflicting 

developers 

Only 

conflicting 

members 

Repository 

relationship 

shared with 

all 

Broadcast Broadcast 
Only affected 

members 

Only 

conflicting 

members. 

Only 

conflicting 

members 

11. 

Time of 

conflicts 

discovery 

Editing time Edit time Save action Save action Save action Edit time staging 
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