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ABSTRACT

Wireless Sensor Networks (WSNs) with traditional cryptography
are applied in many areas including healthcare, earth sensing and
area monitoring. However, severe security constraints coupled with
malicious attacks and threats revolve around the implementation of
Wireless Sensor Networks which pose undesirable security perfor-
mance as well as affect the maintenance of proper functionality of
wireless sensor systems. Due to such circumstances, it is important
to recognise the need for a holistic and robust security to ensure
WSNs are well established and protected. In this study a more ro-
bust technique for a wireless sensor network system is employed.
The algorithm for Elliptic Curve Diffie Hellman key exchange is
studied and analyzed using PyCryptodome package and the El-
liptic Curve Integrated Encryption Scheme. The study is carried
out in comparison to Rivest-Shamir-Adleman (RSA) to assess the
strengths of ECC in key generation and encryption/decryption pro-
cess. The results obtained from the analysis reveals that ECC pro-
vides a higher level of security and also has very small key size in
comparison to RSA, which makes possible implementations more
compact for some level of security.
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1. INTRODUCTION

Recently, advances in integration between Miniature Embedded
Processors, wireless interfaces and micro-sensors have influenced
the forth coming of Wireless Sensor Network (WSN). The
emerging technology of WSNs have gained worldwide attention
due to their great importance in recent years. WSNs have been
incorporated in several solicitation domains due to its rapid
deployment, low cost, capability for self-organization, low energy
and data processing cooperation which includes applications for
habitat monitoring, military applications, intelligent agriculture
and home automation.

Sensing element and node devices are limited resources deployed
in hostile environments to properly sense data with efficiency.
Although Wireless Sensor Networks with traditional cryptography
are applied in many areas including healthcare, earth sensing
and area monitoring, it also poses austere security challenges
which includes sensor data forgery, denial of service attacks,
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eavesdropping and the compromise of sensor nodes physically
(Ayaz & Mohiuddin, 2016). Hence, potential preparation of WSNs
for any real-time applications must address several issues, together
with system design, protocol functionalities and security. Provision
of security to these resourced sensor networks may be a terribly
difficult work in comparison to typical networks, like wide area
network (WAN) and local area network (LAN) (Rehana, 2009).
Henceforth, providing a more appropriate and secured network
has collectively emerged as the essential issue in WSNs, thus the
state-of-art ought to listen to the way to set-up secure, easy and
reliable WSNs. Currently, traditional cryptography is not possible
to protect Wireless Sensor Networks from threats or attacks
because of the unpredictable wireless channel and the network
security. This comes up as a result of the many limitations of
resources such as computational power, limited energy and lower
memory.

Wireless sensor networks (WSNs) collects data from its environ-
ment, store and process them, and finally sends the processed data
to users, either upon event detection or on demand (Ali, 2013).
They are identified as groups of widely distributed sensors used in
monitoring and recording the physical conditions of its environ-
ment through organization or collection of data and reporting them
to a central point (Boussag, 2017), through wireless links. This
makes it crucial to encrypt sensitive data that are transported from
a node to another node in wireless sensor networks so that it will
not be modified by or disclosed to any unauthorized party.

Data encryption and decryption however, hinges on the cryptog-
raphy scheme used and the generated key type. Cryptography
involves the technique for securing communication in the presence
of third parties, which is categorized into public key cryptography,
secret key cryptography and hash function (one-way cryptography)
based on the keys employed.

Public key cryptographic technique employs two keys - private
and public keys - which are mathematically related. In the process
of decryption and encryption, private and public keys are required
for both process to work. Public key cryptography depends on
mathematical functions that can be computed easily but relatively
difficult to compute its inverse. Among the public key crypto-
graphic schemes in modern days for key generation, Elliptic Curve
Cryptography (ECC) is found the latest encryption method which
offers high level of security.



The problem of authenticated querying is crucial in Wireless
Sensor Networks. The unattended nature of some WSNs make
it prone to node compromise attack. The resource and network
constraints along with very different attacks impose many difficult
necessities for the safety style in WSNs. This sophisticated security
or authentication scheme requires that the design of wireless sensor
networks must be robust against sensor compromise and attacks
which introduces more security challenges. However, the robust
design to achieve best security is often not achieved during wireless
networking which mostly depends on the employed keys and the
encryption/decryption process. In addition, longer cryptographic
keys require more bandwidth, more space and an extra processor
power. And also takes time for key generation, data encryption
and decryption, which is mostly associated to most modern used
cryptographic keys like the RSA.

In this study, the application of elliptic curves in cryptography for
the construction of public and secret keys is carried out. To analyze
the strength and feasibility of elliptic curves in cryptography,
data encryption/decryption process is studied in line with elliptic
curves. The Elliptic Curve - Diffie Hellman (EC-DH) cryptography
technique identified as most robust technique for key generation is
then employed to construct secured public and private keys. And
the analysis carried out using the PyCryptodome package and the
Elliptic Curve Integrated Encryption Scheme (ECIES).

The rest of the paper is organized as follows: the second section
which discusses the concept of elliptic curve cryptography, Elliptic
Curve Diffie-Hellman analog, discrete problem. The pycryptodome
library and the elliptic curve integrated encryption scheme for anal-
ysis of the study is captured in section three. The fourth section con-
siders implementation and analysis of results and finally the study
is concluded in the fifth section.

2. PRELIMINARIES
2.1 Elliptic Curve Cryptography

The Elliptic Curve Cryptography (ECC) is one of the public key
cryptographic schemes. In general, users or devices which form
part of the communication processes in public key cryptography
have a key pair - a private key and a public key - for the crypto-
graphic scheme operations. With the private key, only one of the
users know it, however the public key is made available to every
user involved in the communication process. ECC is a modern
encryption method which offers stronger level of security. In
comparison to RSA algorithms, 256 bits of ECC equals 3072 bits
of RSA keys (Haakegaard and Lang, 2015).

The essence of constructing short keys is to obtain less power
of computations and secured and fast connections, which is ideal
for Tablets and Smartphones. The best cryptography scheme for
wireless applications is the ECC due to its limited battery life,
compute memory and power (Blab and Zitterbart, 2005). The cer-
tificate from elliptic curve cryptography (ECC) allows for small
key size while providing a higher security level. The smaller key
sizes, the more compact its implementations for a certain security
level, which is an implication of faster operations of cryptography.
Method for the creation of ECC certificate key differs entirely from
the other algorithms, which relies on using public keys for encryp-
tion processes and private keys for the process of decryption. ECC
has longer potential lifespan which starts small and comes with
slow potential for growth (Hankerson et al., 2000).
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2.2 The Elliptic Curve

The mathematical operations of cryptographic schemes based on
elliptic curves are defined on elliptic curves. In ECC, we want an
elliptic curve E over a finite field F}, where p is a prime number
more than 3. An elliptic curve is defined by equation [T}

v’ =a+pr+gq (1)

where p, g € F, and 4p3 + 27¢* # 0 (Miller, 1985). The constant
values in the equation offers different elliptic curves. Every point
(z,y) that will satisfy the elliptic curve equation including a point
at infinity must lie on the curve. In ECC, the private keys are
random numbers and public keys are points in the curve obtained
by multiplying the private keys with generator G in the curve.
The parameters of the curve 'p’ and '¢/, the point generator G,
together with few additional constants makes up the ECC domain
parameter (Anoop, 2000).

More generally, the form of the elliptic curve is: (Vagle, 2000)
Y +py =2° + gz’ tray+se+t, pgrsteF, (2

According to Miller (1985), a and b must be chosen for elliptic
curves in cryptography such that

4p® 4+ 27¢% £ 0.

2.3 Arithmetics of Elliptic Curves

2.3.1 Point Addition. This operation involves the addition of two
points K and J in the elliptic curve to obtain L on the same elliptic
curve. This is illustrated in figure[T}

J+-0)=0
Where O is the
point at infinity

(@ ®)

Fig. 1. Point Addition in Elliptic Curves

Considering the points K and J on the elliptic curve described in
figure [[(a), provided K # —J, we can draw a line via points K
and J to produce point —L which also lies in the curve. When
—L is reflected along the x—axis, a point L is obtained which is
the result of adding K and J. On the other hand, if the line passes
through the point K = —J, then the line intersect at a point at
infinity O, which we call the additive identity of the elliptic curve
group as described in figure[T[b).

The reflection of points along the x—axis is a negative of the
point. Analytically, considering the points K = (zk,yx) and



J = (zx,yxK), the addition of these points in the curve produce
one more point L = (zx, yx ), where

?—x; -z K (mod p)

3

yr = —ys+s(x;—Xr)(mod p) and z 1, = s

and

_ Yr — Yk (
g —TK

s mod p)

is the gradient of the line through K and J.

We have that J + K = O, providled K = —J thus, K =
(z7,—ys(mod p)) where O is the point at infinity. (Silverman,
1986).

2.3.2  Point Doubling. Consider point J = (x;,ys), wherey; #
0.If L = 2J where L = (z,,y.) then we obtain

yr = —yj+s(zy—zy) (modp) and =z = s*>—2x; (modp)
4

where
322 +a
§= ——
2y,

is the tangent at J and a is a parameter in the chosen elliptic curve.
(Silverman, 1986)

(mod p)

¥y = 0 hence
2J=0

Where O is the point at
infinity

®

Fig. 2. Example of Point Doubling in Elliptic Curves

2.3.3  Point Subtraction. Given the two unique points K =
(rx,yx) and J = (x5,ys), we have that J — K = J + (—K)
where —K = (zx, —yx (mod p))

2.3.4  Point Multiplication. Consider that the scalar k is multi-
plied with P to result in point Q = kP on the elliptic curve. To
multiply the point P by the integer k, point addition and point dou-
bling are mainly. This method of integer multiplication is referred
as ‘double and add’ method. For instance, given k = 23, we have
kP = 23P = 2(2(2(2P) + P) + P) + P. (Silverman, 1986)

2.4 Discrete Logarithm Problem

The ECC security depends on how difficult is the Elliptic Curve
Discrete Logarithm Problem. Given the points ¢ and P on an el-
liptic curve with scalar k so that kP = Q. With Q and P, it is still
infeasible computationally, to find &, provided k is large enough.
The scalar k is the discrete logarithm of @ to the base P (Vagle,
2000).
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2.5 Elliptic Curve Diffie-Hellman (EC-DH) Analog

Elliptic Curve Diffie-Hellman protocol is a key agreement scheme
allowing party A and party B to construct shared secret keys which
are used for algorithms of private keys. The two parties do public
information exchange to one another. Employing the public infor-
mation and a private information, the two parties are able to gener-
ate a shared secret key. Third parties without an idea on the private
information of both parties can not calculate the secret shared key
from the public information available.

2.6 The Steps Involved in Elliptic Curve Cryptography

The processes of decryption and encryption in ECC can be catego-
rized into three main steps namely:

The encryption and decryption process can be grouped into three
main parts namely:

(1) Secret Key Generation
(2) Encryption
(3) Decryption

2.6.1 Secret Key Generation. The first step in elliptic curve
cryptographic process is the generation of a secret key to encrypt
messages before it is transfered to the intended recipient. The secret
key construction is done using the Elliptic Curve Diffie-Hellman
analog. ECDH is an improvement on the traditional Diffie-Hellman
key agreement algorithm based on elliptic curves. Diffie-Hellman
method generates secret shared keys between two parties in a
communication so that a third party cannot see the secret just
by observation of the communication. Hence the method of
Diffie-Hellman does not need a prior contact between both parties.
Each of the two parties generates dynamic private and public keys
for use. The public keys generated are exchanged between them.
Afterwards, each party uses its private key to combine with the
public key of the other party to generate the shared secret. The
steps involved in the generation of secret keys in elliptic curve
cryptography is illustrated in the following subsection.

In generating shared secret keys between two parties using the El-
liptic Curve Diffie-Hellman approach;

—Both parties must first agree on a publicly-known data items
(1) The values of elliptic curve equation and a prime, p
(2) The elliptic group obtained from the elliptic curve equation
(3) A base point, B, obtained from the elliptic group

—Each of the two parties generates their key pair (private or public)
(1) the private key is an integer, n, chosen from [1, p-1]
(2) the public key, @ is the product of base point and private key
(i.e., Q = xB)

—Each party then uses the public key, ) = =B generated to gen-
erate a secret key by multiplying @) by the selected secret integer

(ie., Q)

2.6.2 Encryption. The second step in the elliptic curve crypto-
graphic process after the generation of a shared secret key is en-
cryption. For party A to encrypt any message and send to party B,
a secret shared key, Ps generated between the parties A and B is
used To obtain the encrypted message Mg before sending to the
other party, the secret shared key, Pg is added to the message such
that Mg = Ps + P)y. Finally, a ciphered text C4 = {Pg, Ps} of
the encrypted message Mg is sent to the receiver for decryption.



2.6.3 Decryption. The third step involved in ECC is decryption
where an encrypted message is decrypted. After the message is de-
livered to party B, the encrypted message is first decrypted to get
the original message. To decrypt the encrypted message from A,
party B has to subtract the shared secret key, Pg from the encrypted
message Mg such that P,y = Mg — Pg, to obtain the original mes-
sage. Hence, it is a challenge for an adversary or third parties to
obtain the original message once he/she has only the ciphered text.
For instance, for third parties to be able to decrypt the ciphered text,
knowledge of the private key of the receiver is needed in order to
obtain the secret shared key. Which implies, the third party is to
compute the multiplier (i.e., solve the discrete logarithm problem)
provided he is given the public key of the receiver and the point P
on the elliptic curve.

3. SOFTWARE PACKAGES
3.1 The PyCryptodome Library

PyCryptodome toolkit is a self-contained Python package of low-
level cryptographic primitive. The PyCryptodome toolkits support
Python 2.6 or newer, and all versions of Python 3.

Unlike OpenSSL, PyCryptodome is not a wrapper to a separate
C library. The algorithms here are implemented in pure Python
to a largest extent possible. Just a part of the algorithm that are
extremely critical to performance (e.g. block ciphers) are imple-
mented as C extensions (Legrandin, 2018). It contains a built in
module for elliptic curve cryptography for private and public key
generation in cryptography. And uses the recommended NIST el-
liptic curves which is captured in section[3.1] All PyCryptodome is
organized into sub-packages which are designed to solve specific
class of problems.

The NIST Recommended Elliptic Curves

This is a group of recommended elliptic curves for use by the
Federal government and contains the choice for underlying field
and private key length. SHA-1 and the methods as described in
IEEE and ANS X9.62 Standard 1363-2000 standards were used to
generated the NIST curves. In 1999, a non-regulatory agency of
the United States Department of Commerce, and a physical sci-
ences laboratory, the National Institute of Standards and Technol-
ogy (NIST), made the Elliptic Curve Digital Signature Algorithm
a standard one in Federal Information Processing Standards (FIPS)
186-2, guidelines and specifications that apply to federal computer
systems. The 15 elliptic curves of varying security levels, called
NIST curves (Federal Informatin Processing Standards Publication,
2013) were recommended by NIST. Two kinds of these curves are:

—Pseudo-random curves: are elliptic curves with generated coef-
ficients from the seeded cryptographic hash function output. To
easily verify generated coefficients by this hash function, the do-
main parameter seed value mostly obtained alongside with these
coefficients.

—Special curves: which have their underlying field and coeffi-

cients specifically selected in order to make optimal the effi-
ciency of the operations of elliptic curves.

3.2 Elliptic Curve Integrated Encryption Scheme

The Elliptic Curve Integrated Encryption Scheme (ECIES) library
is a hybrid encryption system proposed by Victor Shoup in 2001
which combines secp256k1 and AES-256-GCM (powered by co-
incurve and pycryptodome) to provide an API of encrypting with
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Table 1. Some NIST Recommended Standardized Elliptic Curves

Curve Possible identifiers

NIST P-256 | 'NIST P-256", 'p256’, 'P-256", 'prime256v1’, 'secp256r1’
NIST P-384 | 'NIST P-384", 'p384’, 'P-384’, 'prime384v1’, 'secp384rl’
NIST P-521 | 'NIST P-521", 'p521’, "P-521", 'prime521v1’, 'secp521rl’

secp256k1 public key and decrypting with secp256k1’s private
key. The ECIES uses secp256k1 to generate an elliptic and en-
crypts/decrypts by AES-256-GCM with the keys generated from
secp256k1. The secp256k1 is an Elliptic Curve Digital Signature
Algorithm (ECDSA) which is based on elliptic curve cryptography.
The secp256k1 is the curve

y2:x3+7

over a finite field. It is defined in Standards for Efficient Cryptog-
raphy (SEC). Most commonly-used curves have a random struc-
ture, but secp256k1 was constructed in a special non-random way
which allows for especially efficient computation. As a result, it
is often more than 30% faster than other curves if the implementa-
tion is sufficiently optimized. Also, unlike the popular NIST curves,
secp256k1’s constants were selected in a predictable way, which
significantly reduces the possibility that the curve’s creator inserted
any sort of backdoor into the curve. The graph of the secp256k1 is
shown in figure

Fig. 3. The graph of secp256k1’s elliptic curve y? = x3 + 7 over the real
numbers

AES-256-GCM encryption is an encryption option for updated
installations and default encryption. The Galois/Counter mode
(GCM) of operation (AES-128-GCM), however, operates quite dif-
ferently. As the name suggests, GCM combines Galois field mul-
tiplication with the counter mode of operation for block ciphers.
ECIES has two steps:

—Use ECDH to calculate an AES session key.

—Use this AES session key to encrypt/decrypt the data under AES-
256-GCM.




4. IMPLEMENTATION AND ANALYSIS OF
RESULTS

4.1 Key Generation with ECC in PyCryotodome

In this study, the PyCryptodome package among other packages
is used for analyzing the operations of elliptic curve cryptography
in generation of keys. The main package employed includes the
Crypto.Publickey modules to generate, export and/or import public
keys in ECC.

Figure [] shows the python script for the generation of pub-
lic and private with elliptic curve cryptography using the
Crypto.PublicKey module in PyCryptodome.

from Crypto.PublicKey import ECC

import sys

## This generates the Elliptic Curve and a point on the curve
#tkey = ECC.generate(curve='P-256')

key = ECC.generate(curve="'secp384r1')

print 'generate key', key ## print the key point

f = open('myprivatekey.pem','wt')

f.write(key.export_key(format="PEM'))

f.close()

### The following reloads the key inte the application for ecnryption/decryption

f = open('myprivatekey.pem','rt")
key = ECC.import_key(f.read())

Fig. 4. The Python script for Key Generation

4.2 First Run of Script

The script is then run on “5.8GB, Intel Pentium(R) CPU B940 @
2.00gHZ, Linux 64-bit OS, Intel Sandybridge Mobile Graphics”
using the terminal with the command: “python ./ecckey.py”. The
output is shown in ﬁgure|§| which shows the used NIST curve, the
private and the private keys generated.

richard@richard-VPCEH11FX: $ python ./ecckey.py

generate key EccKey(curve="NIST P-384', point_x=724956167890817661723357131866794591
3383413043915624593250357132772954574439230596990323322160278685408006506249063, poi

nt_y=1696477543295919748917610771589299473770937043826210010732055795340989290556634
7955258631258917323386134854848582192, d=3670687046628640959227621834042592676826917
4168867729562816667613506005537925629872377791280975741993062788839277185)

Fig. 5. Output of the first run of the Script.

4.2.1 First Run. The ’secp384rl’ in the code generates the rec-
ommended NIST elliptic curve, "NIST P-384’ in the output. How-
ever, different curves can be chosen from the NIST recommended
curves by specifying the possible identifier in the code. The pa-
rameter d is a random integer (secret key) and (point_x,point_y) is
the base point on the elliptic curve, which is used to generate the
private key for encryption processes. The private key generated is
written to a Privacy-Enhanced Mail (PEM) file format for storing
and sending. The .pem file generated is shown in figure[g

4.2.2  From the Second to the Fourth Run of the Script. The same
python script with the same curve type was run three more times
and the output are shown in figures [7] [§] and [0] In each of these
cases, the .pem file generated for the encryption/decryption shows
the same content as in figure[6] when it is opened.

From the output of the first run through to the fourth, it is observed
that, the generated public key (i.e., d and (point_x, point_y)) varies.
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@ ©® myprivatekey.pem

-

myprivatekey.pem
i Could notdisplay 'myprivatekey.pem’
Reason: Unrecognized or unsupported data.

Close

Fig. 6. The .pem private key file generated for encryption/decryption

richard@richard-VPCEH11FX: $ python ./ecckey.py

generate key EccKey(curve="NIST P-384', point_x=724956167890817661723357131866794591
3383413043915624593250357132772954574439230596990323322160278685408006506249063, poi
nt_y=1696477543295919748917610771589299473770937043826210010732055795340989290556634
7955258631258917323386134854848582192, d=3670687046628640959227621834042592676826917
4168867729562816667613506005537925629872377791280975741993062788839277185)

Fig. 7. Output of the second run of the Script.

richard@richard-VPCEH11FX: $ python ./ecckey.py

generate key EccKey(curve='NIST P-384', point_x=724956167890817661723357131866794591
3383413043915624593250357132772954574439230596990323322160278685408006506249063, poil
nt_y=1696477543295919748917610771589299473770937043826210010732055795340989290556634
7955258631258917323386134854848582192, d=3670687046628640959227621834042592676826917
4168867729562816667613506005537925629872377791280975741993062788839277105)

Fig. 8. Output of the third run of the Script.

richard@richard-VPCEH11FX: $ python ./ecckey.py

generate key EccKey(curve='NIST P-384', point_x=724956167890817661723357131866794591
3383413043915624593250357132772954574439230596990323322160278685408006506249063, poi
nt_y=1696477543295919748917610771589299473770937043826210010732055795340989290556634

7955258631258917323386134854848582192, d=3670687046628640959227621834042592676826917
4168867729562816667613506005537925629872377791280975741993062788839277105)

Fig. 9. Output of the fourth run of the Script.

Thus with the elliptic curve cryptography, server public key is gen-
erated every time when the encryption/decryption process is initi-
ated, which is as a result of the random secret integer each party
generates.

4.3 Comparison to the Rivest-Shamir-Adleman (RSA)
Key Type

From the pycryptodome library, the rsa key was used to compare
its output to the ecc key. Rivest-Shamir-Adleman (RSA) is one of
the first public-key cryptosystems which is used widely to secure
transfer of data. In RSA the encryption key is public which is
availbale to whosoever wants to send a message to a recipient
while decryption is done with a secret key of the recipient. The
script for the key generation of private and public key with RSA
using the Crypto.PublicKey module is shown in ﬁgure

For comparison purposes, the RSA script was run twice and the
output is shown in figures[TT]and[T2] which shows the private and
the private keys generated.

From the output of RSA script for key generation (figures E'l and
[[2), it is observed that the generated key with the RSA has many
characters when compared to the ECC keys which accounts for the
key size of RSA being larger than that of ECC.
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generate key EccKey(curve=’NIST P-384’, point_x=72495616789081766172
3357131866794591338341304391562459325035713277295457443923059699032332
2160278685408006506249063, point_y=16964775432959197489176107715892994
7377093704382621001073205579534098929055663479552586312589173233861348
54848582192, d=3670687046628640959227621834042592676826917416886772956
28166676135060055379265629872377791280975741993062788839277105)

rsakey.py (~/Desktop) - gedit

Open ¥ [+

from Crypto.PublicKey import RSA
import sys

key = RSA.generate(2048)

print 'generate key', key
private_key = key.export_key()
file_out = open("private.pem", "wb")
file_out.write(private_key)

print 'generate key', private_key

richard@richard-VPCEH11FX: S python ./rsakey.py
generate key Private RSA key at ©x7FD343712496
generate key BEGIN RSA PRIVATE KEY
MITEOWIBAAKCAQEAZpSVQPX+4KU91YBNdgAr3XessmFdRbGrs FHISmbKIBE3ASP/
WEGYzxrqsZSLoRW14pkIhHdyNSOd/ fYownkm/USYI768Go0UxxFngs7ebobYmG1G
CZtCGKTCM5TXbfg81Jeov1ps]5/n0q@Kzc6MsVBXbR4Ca4BGjY2bTH22rb8CDNeY
AX023306Vz j+B+bELNK2WL 80KAHOW] X /4FGWIk4GI118D8/sD18+7q@yveXbyRs
yhs8jPj5ktIXizzIZtL 7THKOHN6+CTISNM/Wpdx FGEJ4SAbpp430HQFECbhsSVUMLA
[ybHcNselygSag8pil3HwXc7IgCE2SoR+nFKpoQIDAQABAOIBAEDIGhIXZT3xqI Ly
W3qMgzqEKAZcn1cNFs FAEXi5KF2KCqVBTeByEAtMgPpV1aV61C4fs rUobwsUpR7m
[+dZz7aERWKkB30WzZ jOUrTZJedMgQe j tkROTY7NXOYAECDMMaxeP I 1T /MKC35GkyFuw
1DWr67SqEUMMa2YoXACIWYWIOCBI1SofHO6T11817wfUCVCHGLsqRbAY jKySVSKE
099335rf8YFdLb5SMGjq2afhTeqw+9zr LaADRKeNpviV2VgFc4FaaM60ngLGo/g
DDCCO9F jzteStqapgIE+Orn@QLEDryiNnZtBtHO1TMT9zBPceyBuRtbYwn2iewCs
NssT9aECgYEAIWKC92 /BrRbQPH+MRpj Y /pshnRguqljdsM3f7NP2+55puaPsa3vd
Wb9Yy tUBWL869WYMS 3Z+uSY612zCMWK / 117ValWYPkXzXuDHUBgmr PomR4hx07Kdwi
041jv1eRqPpdSUDOMDWaHSHau21bvr72gs+VghUSXUKALQkrXeFXfecCgYEASFat
P2HO3A7B5C1IKCVTKR1F410ANG7ZfIjsNn7FaB1W1q/h8R8jFHgqB8Ar tvtquplry
43wzK6NCXY61egHA j / Swpw+bBHSYp67ZLRpsULiVFhZ9MpVsThzEg3RACEMI+88

jcclcutqbVK6eTN1dzDoBVELSSFoKKDfc8re2zcCqYB1V4+3ZPuaxAf/DRbHIBAP
s2FLLEJZWUNTZ13eWMIvLpEZKQsdolKRWC juQZvS4r+9cirYp99vEN/mgcG2CLIf
0WmO17YWLXshcBUBG66pWYpjgxoxeXJ4PDNOZGONTbD6QCoe/QYTlelGIy jDUIVE3
lq/RCThKtv30AWKOD jWBqQVQKBgChNEp FHPDFADbKIXemGZ85d9p9FyLHZ jDPZ jyNL
5JAp9pFZXEmskaQyNI7/C3QxuaTN4yprqKrn+58tBzy82sP9qpIFgh/Hz5qgkRr/N
65/5j15I9NZ8BFTI7 jowH3dTquxTHEAI feYeqQddGLh48K2xr jEr4X9Ve5zZ5HgS T
[YrpDAOGBAKO1XSNsIs9Z jX6hAZHQQCPLP j+nGWLKBB3nnbL4o3dtIeuSHEX+Cv/K
MTkpcgyZNWG4FM38ht6SMKW3ancDMBHYGYSI2pDMGUXT+XmXL1teUmZAst/DbYBc
UaKQTPyhYrVhMevBkK6XeTVx1qlssPwxY+LhjC1RdyApxZV+ovyd

=s END RSA PRIVATE KEY-----

generate key BEGIN PUBLIC KEY

MITBT jANBgkqhkiGOWOBAQEFAAOCAQBAMI IBCGKCAQEAZ pSVQPX+4KU91YBNdgAr
3Xe5SmFARbGrs FHISMbKTBE3ASP /WEBYZXrqsZSLoRW14pkThHAYNSOd / FYownkm
/U5Y1768Go0UxXxFngs7eb9bYmG1GCZECCKTCM5TXbfg81Jeov1ps]5/n0qOKzc6M
sVBXbR4Ca4BGjY2bTH22rb8CDNeVAX021306TVz j+B+bELNK2WLOOKAHOW X /4FG
wok4G111808/sD18+7q@yvexbyRsyhs8jPisktIXizzIZtL THKBHN6+CTISNM/Wp
dx FGEJ45Abpp430HQFECbhsVUMLAYbHCNSeTygS4g8pil 3HWXC7IgCE2SOR+NFKp
(0QIDAQAB

————— END PUBLIC KEY

|public_key = key.publickey().export_key()
file_out = open("receiver.pem", "wb")
file_out.write(public_key)

print 'generate key', public_key

Fig. 10. RSA Key generation Script.

richard@richard-VPCEH11FX: $ python ./rsakey.py
generate key Private RSA key at Ox7F26E81F48D0

MITEPAIBAAKCAQEAter2crrRgD29gL37IPge9+kglmsCc2fIIS4PqTmTn1MqeAV6DT
gcNnEsXj5RNSTjYawqwIM8zv7RiqtmQaehpBcldaVQWadELv/LFELQ7Q19ge2DGI
0hk80m0XqsKBXStpkuu6Bi4TmOalMkB1qw8eEMC17VHMSolq1FFu77b9+CRMAELm
WFF2HancL14zONt1My/1LNvZJegKL/+tLOgMdyY4hQwanzbyXge6zLgdYyNBIuL9
ffsxksKAeljm8HpaUSDqdEE9s50Beigl3wvaEMDKGEYOGr8ge3euscixX21x3uKD
r1520EvShehvq8cj7SilenjcdQLE625R28T jAQIDAQABACTIBACS LOHBKUWL2FGpH
wzq/GZx130GjZkQg8uzWNygMdQ5ZUVAE3rgxYGLS+GaCL2GpveBA /F+uBaxX60hwr
Le®QILvMtgWTpiwanSKVCg2Pd4RxYHvzZQr I7mPHWySwuJCH7 /AK4rWIUW3nXP3BH2
CYqSEjInTGAUSImcvBbMtmI80AjSmnfqKPbqBjIdy+BVTIUuksxtIH846C5y3Kz0
7840trRBNETb89+d+CvjWLPMpIrhGXLmjPSHrAYELPK18gYEWIWMVLbZr4tcbFVj
nOTO1VoI/EZxhdyqOi+FfolfjQ/42vQnTIlCpodqHeohdgfz6aCiHCcr8WFhtSbRD
Lsvh51kCqYEAZ0335Lg9gchdkYmz06hezZUydVgYgj1MzlcZabkAUF /FI2F8+8TT
ZLjcAcO1XOLHAYa/SNPTYYUFQ9GazIXgBwF+WsLGL+7AteWntoQRX34cklAaad/bm message="Message to be Encrypted”
vb2K2g5QnihSyhuavIsgxNmKmuicq/ivhnbNWuLSKQASKkb7FIjbEWecCgYEA4Xdo if (len(sys.argv)>1):

OUXEp9L7v+/PICe4ILIFIIdAL4cndRYQQNzZYIIvOWFVID+07ZQLIXswTvetSvCIl message—str (sys.argv[1])
TPIKOVSBrimFmwW93co9BNOEH1KHZMOUtWEVWSddkqkT3Q8BS9vOUP/qduqadBq2zN 9e= ys.arg

Fig. 12. Output of the second run of RSA Script.

ecn-dec.py (~/Desktop) - gedit

from Crypto.Cipher import AES

Wh2YsMkiBkK34goqgKI1qmPd7NWVYUOLFvhqDYCCQYAIFiroC+3LAB+wr21eNHHp
qsxd4P9S7tsI5yZaskgkpy51FFGOgNIEGBDSCY7asG/65gopoTa/GONrYGCCmRKS . . .
10axBKD9IThc3UVCUik1676n1Ib6TBg/zskix/¥6qinij7pOfYEG+b7pBH13SUIA private, public = make_keypair()

UegrMbHtoObmHwwndnSYawKBgQCd9EIvCdB7ZnL6V23bEBhIX2vpIPgCCACLLZZO print "Private key:", hex(private)
jFP38Ro6QkVEPUG /WXx3YQM5/2hHPPaWMX 7B jwU3wTqSMOiyrdFLydT jgLUkrcxMs print("Public key: (®x{:x}, ox{:x})".format(*public))
onhlMuISK1iy/vTiLekn/vitCzfIiuPqHOPubiplCoq6b/bQwX//jBFYr1UENB3Y
Hrx11wKBgQCZxse/Yyc+m4wWWTZKUWSBONSvWrpav1Qhov0ls/MkrKyd8ovD2Zru
rD5eu3X0LF0S+9qnLakROBs FaEVAvofXG3BMg+bSh8DWTHLT +kkWI58KmLYZ7eYO print " .
d7Rupc3FDI1QdwPew+INXUGHXTY+D1LDMVZUNRGZGe+AShvACCQF6!

END RSA PRIVATE KEY r = 123456

MIIBIjANBgkqhkiGIWBBAQEFAADCAQBAMIIBCGKCAQEAtEr2crRgD29gL37IPGA

+kglm5C2FIIS4PqTMTn1MqeAV6DFgcNNESX JSRNBT JYawquINBzv7RLqtnQaehpB print public

cldavQWadELv/1FELQ7Q19ge2DGI0hk80mOXqsKBXS tpkuu6BidTmoaLMkB1qwse

EMC17VHMSo1lq1fFu77b9+CRMAELMWFF2HancL 140Nt 1My /1LNvZJegKL /+tLOgM R = scalar_mult(r,curve.g)

dyY4hQwdnzbyXgo6zLgdYyNBIuLIffsxksKAeljm8HpaUSDqdEE9s50Beigl3wva s = scalar_mult(r,public)
scixX21x3uKDr1S20Evshehvg8ci7silenjcdQLE62SR281

print "======Symmetric key==

print "Encryption key:",s[0]

Fig. 11.  Output of the first run of RSA Script.

cipher=AESCipher(enc_long(5[©])).encrypt(message)
print "Encrypted:\t",binascii.hexlify(cipher)

. . . = iph 1 .d iph
4.4 Encryption/Decryption Process using ECIES fexteEscipher (enc_tong(5[01)) - decrypticipher)

print "Decrypted:\t",text
Figure [I3] below shows the script for encryption/decryption us-
ing the ECIES library. The main module employed here is the . ) . L
Crypto.Ciper for encryption and decryption. Fig. 13. Encryption/Decryption Script with ECIES.
The corresponding output for the first and second run of the above 4.5 Comparison to RSA Encrvption
script in figure[I3]are shown in figures [T4]and [T3] ) P yp

Figure [T6] shows the script for encryption/decryption using

From the output of the first and second run, it is observed that the the ECIES library. The main module employed here is the
encryption keys with their corresponding encrypted messages are Crypto.Ciper from which PKCS1_OAEP is imported for the en-
different with different characteristics in both cases. cryption.



rlchardnrl hard- VPCEHllFx python

(100109564279338792733328354231311789160339547960174350582880890523459967

244694L, 10675028348808033834828592072043197502647394226826899495503317712
54466278842316L )

= Symmetric key:

Encryption key: 770704284121092903905041734772257079318379402288317094438
10370127036917057878

Encrypted: 7a7546735362414c4876466861657376756766774d6c67654b466d486
16a576262417a36576755616e4d6b3d

Decrypted: Message to be Encrypted

Fig. 14.  First Output of Encryption/Decryption Script with ECIES.

richard@richard-VPCEH11FX: S python ./ecn-dec.py

Private key: @xe7639021b8083e3a79ec03d7fd87db480f9130d11e11498a18a918b8b86

11ca3sL

Public key: (0x784b219b5405b10e17936e8de6f1c9118731c3594a3eadblad1716c97a
, 0x3b5fefebdic96e3a5c0851ab6alb2336eab33f4c8da543bac718d43ac6cdcfsf

44102873051200968238185929076757294107497939763697052479661552894098954
» 26855964412624145842729021467714623671993908898682929138906723224
527276144126L)
Symmetric key:
Encryption key: 11509149873080020785924371]01735893175950491]4]3352282333
093724547310879216191
Encrypted: 795a2b6450357158746e4e4e53584d52733055367a34397a583347737
73554387259484352786d4a4465303d
Decrypted: Message to be Encrypted

from Crypto.Publick import RSA
from Crypto.Cipher import PKCS1_OAEP
import sys

# Encryption part
message = "Message to be Encrypted"

key = RSA.generate(2048)

public = key.publickey()

cipher = PKCS1_OAEP.new(public)

cipher_text = cipher.encrypt(message.encode())

print("Data is encrypted")
print '\n Encrypted data is :\n', cipher_text

# Decryption part
cipher = PKCS1_OAEP.new(key)
message = cipher.decrypt(cipher_text)

print("\n Decrypted data is :\n \"{}\"".format(message.decode()))

Fig. 16. Encryption/Decryption Script with RSA.

The output for the first and second run of the RSA encryption script
(figure[T6) are shown in figures[T7]and [I§]

richard@richard-VPCEH11FX: $ python ./rsa-enc.py
Data is encrypted

Encrypted data is :
Jj keReo*eDooe, #oEMooo o . @w"aaaa\

i eZoeq! bthbMIbbEUbOb}bDKbblbel*@b
080 /ostteso[Heqet] eeedeiTessHobgesHVts)ejobe [o5Hle?eseedearssons

Decrypted data is :
"Message to be Encrypted”

Fig. 17. First Output of Encryption/Decryption Script with RSA.

The output of the RSA encryption/decryption scheme shows a dif-
ferent characteristic of the encrypted data from that of ECC. Better
still, it is observed that the number of characters for the encrypted
data in RSA is more than that of ECC, which in effect makes RSA
having larger key sizes than ECC.
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richard@richard-VPCEH11FX: $ python ./rsa-enc.py
Data is encrypted

Encrypted data is :
o5 3eeDe"0elTeCl3kee
#Co0000)2R]’ [Xoooeosol]]

[eooYo@osksesaeNes
Mifeo[Jeoo\o o 1efl]Tovoo5~00]

Decrypted data is :
"Message to be Encrypted”

Fig. 18. Second Output of Encryption/Decryption Script with RSA.

S. CONCLUSION

The wireless sensor network system consists of spatially dispersed
sensors usually dedicated to monitor and also record the physical
conditions of the environment and also to organize the data
collected at a central location. The security of the network system
becomes a concern in the transmission of environmental data
from one sensor node to another. Hence for safe transmission of
data, good and highly secured keys must be generated to encrypt
and decrypt information in order to protect the network system
from third parties or attacks. In this study, the elliptic curve
cryptography (ECC), a public key cryptography (PKC) based
upon elliptic curves is studied and analyzed for its potential in
encryption and decryption in wireless network systems using
elliptic curve analogs.

From this study, it is observe from the output of the elliptic curve
cryptographic key generation code that, for each attempt to send or
transfer an information from a sender to a receiver, a new private
key is generated. This is as a result of the random private key
(integer) which is chosen to generate the shared private key for
the two parties. The variant shared private key generated for each
communication in the elliptic curve cryptography makes the net-
work protocol less predictive by attackers during communication.

On the account of security, the encryption results in both Run 1 (T9]
and 20) and Run2 is considered. In both cases, it is observed that
the encrypted message has different characteristics (see figures [I9]

and20] Encrypted).

richard@richard-VPCEH11FX: S python ./ecn-dec.py

Private key: ©x55acc924c71ddd9647526da24db7dd2100b1332df35c24345b082837ac5
69c916L

Public key: (©xdd540163acf4ec5f50584af8fe5a0f0237954ec02f762ddaddf2b10bbg
ffd996, Oxedac72c38fe5e66b7Te6e079749c9566928c23cdaa3bbadc7fO109cca507dfc
<€)

(100109564279338792733328354231311789160339547960174350582880890523459967

244694L, 1075028348808033834828592072043197502647394226826899495503317712
54466278842316L)

= symmetric key:

Encryption key: 770704254121092903905041734772257079318379402285317094438
10370127036917057878

Encrypted: 7a7546735362414c4876466861657376756T66774d6c67654b466d486
16a5762624f7a36576755616e4d6b3d

Decrypted: Message to be Encrypted

Fig. 19. First Output of Encryption/Decryption Script with ECIES.

In such conditions, finding a secret key by a third party to decrypt
the encrypted message in the second run using the characteristics
of the first encrypted message is almost highly impossible. Hence
there is a high level of security for elliptic curve cryptography base
network protocols, for a third party to intrude.

On the account of key size, the elliptic curve cryptography (ECC)
certificate allows key size to remain small while providing a higher
level of security. ECC key size in comparison to RSA key is shown
in table



richard@richard-VPCEH11FX: S python ./ecn-dec.py

Private key: 0xe7639021b803e3a79ec03d7fd87db48079130d11e11498a18a918b8b86
11ca3sL

Public key: (8x784b219b5405b10e17936e8de6T1c9118731c3594a3eabb1ad1716c97a
eb4agc, @x3b5fefebd1c96e3a5ce51ab6alb2336eab33f4c8do543bac718d43ac6cacfsf

185929076757294107497939763697052479661552894098954
84060L, 26855964412624145842729021467714623671993908898682929138906723224
6144126L)

Symmetric key
Encryption key: 115091498736800267859243711017358931759504911413352282333
093724547310879216191
Encrypted: 795a2b6450357158746e4e4e53584d52733055367a34397a583347737
73554387259484352786d4a4465303d
Decrypted: Message to be Encrypted

Fig. 20. Second Output of Encryption/Decryption Script with ECIES.

Table 2. Comparison of ECC and RSA (Source: www.ssl2buy.com)

Minimum size (bits) of Public Keys | Key Size Ratio

RSA ECC ECC to RSA Valid
1024 160-223 1:6 Until 2010
2048 224-255 1:9 Until 2030
3072 256-383 1:12 Beyond 2031
7680 384-511 1:20

15360 512+ 1:30

This is evident from figure the output of the run of both the RSA
and ECC key scripts as shown in figures [[T]and[3] It was observed
that the RSA key has much more characters in comparison to the
ECC key which contributes to the ECC having much more smaller
key size in comparison to the RSA key. The smaller ECC key size
makes possible much more compact implementations for a given
level of security. This in essence results in faster cryptographic op-
erations, making it more feasible to run on smaller chips or for
achieving more compact software. The short key size also allows
for less computational power and fast and secure connection for
wireless sensor networks which transmits data with very small sen-
sor nodes.

6. RECOMMENDATION

For a secured wireless sensor network system, the elliptic curve
cryptography is recommended.
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