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ABSTRACT
This paper presents a survey for a three dimensional path planning algorithms which produced significant attention for the last years. It is dependent on the static and dynamic obstacles when the mobile robot draw it trajectory to the goal. Also this paper discusses the type of the three dimensional vehicles: The Unmanned Aerial Vehicle (UAV) as a flying robot and the Autonomous Underwater Vehicles (AUVs) as a swimming robot. Two types of data structure are discussed in this paper which represents the navigable area of a virtual environment: the Voxel grid and the volumetric navigation mesh. The differences among the surveyed approaches are discussed and the results are summarized.
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1. INTRODUCTION
There are several problems must solve it if want to achieve any goal by the robot. These problems are: knowing of initial position of the robot, and the problem path planning from initial to the destination position, then deal with obstacle avoidance and collision avoidance when robot move to the destination position. There are many ways of localization have been designed in order to work in local and global environments with different types of range sensors like sonar, ultrasonic sensor, IR sensor, and laser range finders [1-5]. These ways of localization are important to produce the initial position and direction of each robot in an environment. Also, there are many ways of path planning to design a multi-mobile robot. These ways can be classified into global and local methods depend on the sensor information available [6, 7]. The global method ensures that the robot reaches to the destination while the local method which depend on sensing range of the sensors do not ensure the reaching of the robot to the destination [8]. There are open-source solutions for solving problems of metric 2D path planning for indoor robots [9-10], while in outdoor robots like autonomous cars same solutions applied but the problem mostly lies in perception and the embedding of driving rules [11]. Three dimensional path planning for aerial [12-13] or underwater [14] robots leads to stochastic approaches that deals with increased dimensionality roadmaps [15] and exploring random trees [16-17]. As Stumm [18] it considers a small robot with magnetic wheels to check up steel pipes from the inside. This robot is moving only on the surface but this surface is complex 3D object that cannot be described with elevation maps accurately. They are using voting to reconstruct representation of 3D environment based on point clouds, then using A* algorithm to search about path.

2. STATIC AND DYNAMIC OBSTACLE
2.1 Static Obstacle Avoidance
Static obstacle avoidance is a way of avoiding obstacles that is static in shape and position. There are many examples of static obstacles like mountains and fences, terrain, and the walls of a building. Also static obstacles can represent as gaps or pits that robot can fall into or can be as borders between countries that are not even physically marked. In many applications, in order to speed up real-time route and find path around a variety of different static obstacles and based on existing information about the environment, pre-calculated data structures can be formed.

2.1.1 Area System
The system is presented here is same as system in [19] for dealing with static obstacles. In particular, this system assumes that robot lives in a six axis aligned bounding box relatives to reference point. Robot has limited number of degrees freedom. First step of off-line compilation process involves formation of boundary representation of configuration space(C-space) and this boundary configuration consists of one or more triangle meshes. Constructive solid geometry (CSG) operations are executed on two manifold triangle meshes in order to calculate the configuration space. System presented in [19] uses 3D binary space partitioning algorithm for calculating configuration space but using 3D BSP algorithm with many polygons involves errors. Because of these errors, boundary representation of configuration space may formed that does not describe complete movement freedom of robot. So before using CSG operations, it must divide each polygon into convex polytope. Each convex polytope represented by two triangle mesh. The convex polytope for a polygon is formed by calculating the convex hull of all the corners of all the positioned bounding boxes. In the next step of the off-line compilation process, it determines traversable surfaces on the boundary representation of configuration space. Then determine the slope of each triangle. If slope less than 45 degrees then triangle is considered traversable. Two dimensional 2D binary space partitioning (BSP) algorithm is used to divide traversable surfaces into areas. Two dimensional BSP algorithm is consider robust than 3D BSP algorithm because only vertical planes are used to split two manifold meshes.

2.1.2 Avoiding Ledges
The robot movement is designed as an axis-aligned bounding box, so if this bounding box is hanging upon ledge that means there is only one corner of box located over ledge and this means the box will not tumble. After that it constructs vertical plane through a ledge. This plane is moved away from the ledge because if the robot stays in front of the plane, the robot
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bounding volume cannot dangle upon the ledge. With this plane the areas of area system are cut up to create areas on both sides of the plane. Areas that are located behind plane is marked as ledge areas because when robot calculate routes, it will avoid these areas.

2.1.3 Reachability
Reachability is consider a way that make robot travel from one area to the next or to an adjacent area or to the area which close proximity in a straight line. Reachability is represented as a link connect between two areas and a point in space. Areas in the area system are represented by polygons. In order to define reachability, polygon edges of adjacent areas are exactly on top of each other are used for this reason to make transaction from one area to another smoothly. There are a lot of small height differences between areas, 2D BSP algorithm is used to solve this problem. 2D BSP algorithm cut up the traversable two-manifold mesh. It can test areas in close proximity for edges that overlap when falling it onto a horizontal plane, then calculate vertical distance between the overlapping parts of such edges in order to find the places where a robot can be expected to cover the height distance and navigate across the edges from one area to the next.

2.1.4 Routing
In order to calculate routes between areas, it can do that by using reachability from one area to another. There are a type of algorithms like conventional routing algorithms can consume time when are executed with areas that contain thousands number of polygons in real-time. Also all routes can pre-calculated but this way consume time and storage space. So routes are calculated by using hierarchical routing system with the same accuracy as conventional routing algorithm because the hierarchical system takes less storage space and consume less time. In order to avoid recalculated routes repeatedly the calculated routes are temporarily saved. Typically, routes are calculated and saved at the goal because goal is stay same period of time longer than the area that robot is in.

2.1.5 Path Optimization
Fig. 1 below contains arrows that represent a path retrieved from the area system around two wall sections. Path retrieved from area system is defined as a sequence of areas connected by reachability. This is not the optimal path and can be optimized by drawing direct line from start position to one of the intermediate points. Robot must move along this line without any obstacle. Polygon can used to test that line goes through free space without any obstacle or not. Robot can choose furthest away intermediate point on the path which robot can move to it in straight line. Instead of choosing intermediate points only, it can sup-sample lines between successive intermediate points then test if robot can reach or not. By this way and by optimize path continuously, robot can find smooth path and close to optimal path.

2.2 Real-Time Dynamic Obstacle Avoidance
The area system provides a robust solution for static obstacle avoidance. When the system has many information and records about dynamic obstacles like positions and dimensions, it will calculate the areas of area system for a particular configuration of such dynamic obstacles. The system is same as bug’s algorithm or wall following but there is a difference that the path around obstacle can re-calculated and optimized repeatedly. Dynamic objects that the system deals with is represented by oriented bounding boxes (OBB).

All dynamic obstacles can be contained in one or more oriented bounding boxes and this does not cause any problem. Dynamic obstacle avoidance system will always find a path around dynamic obstacle but won’t find the path to make robot move over these obstacles.

3. THE NAVIGABLE SPACE
3.1 Voxel grid
An extension of 2D regular grids to 3D is usually called a voxel grid, voxel set, or structured volumetric data set \([20]\). Such data sets are already used in many application that use complex 3D representations of structures, e.g. the data retrieved by some medical scans. Such 3D voxel grids are also used for volume rendering. When the data is taken from scans, it will normally be done on samples taken at equally spaced points in all dimensions \((x, y, z)\). For games and other simulations, these voxels can be used to represent complex terrain features, e.g. caves. Yet, it should be noted that there are different ways to interpret such data structures. However, we are not directly concerned with rendering, so this will not be pursued further. This means that no assumptions will be made about how the environment is exactly represented, so the methods presented here will be usable on both environments represented by voxel structures or by mesh structures. Basically, we will create new structures which are approximations of these environment representations. These will be either stored as a voxel structure or as a mesh structure. These voxel structures can be implemented by data structures like octrees as in Fig. 2 or k-d trees. These data structures organize their data in a tree-based way; so that actions like searching, adding or removing objects, can have a good average time complexity: \(O(\log n)\) with \(n\) the amount of cells. The space complexity can also be greatly reduced when using intelligent data structures like for example the sparse voxel octree as described by Laine et al. \([21]\). This keeps track of only the surfaces of the environment and not all inaccessible voxels. An extension of the probabilistic occupancy model takes advantage of probabilistic occupancy model characteristics that can be used to build repulsive and attractive potential fields in a three-dimensional voxel grid structure. This approach allows for an enlargement of the space that is used for the planning, especially within narrow areas. His experiments show that the use of a probabilistic model as a multiresolution structure can lead to a reduction of up to 40% of the computation time in general. This strategy appears to be valid when extended into a full 3D space. The main problem of using voxel grid structures for path planning is the amount of nodes that have to be considered along a path. While the use of multiresolution grids can greatly reduce the amount of work, it usually has still too many nodes to quickly execute a path planning algorithm on them when we have multiple agents. Also, the use of probabilistic occupancy models is actually a rough estimation. This approach is quite dependent on how _ne or coarse a grid of each level of resolution is. The coordinates considered for path planning are usually only the voxel centers or corners. Coarse grid cells may lead to better time performances, but the loss of environmental information might be too big for good results. Furthermore, it is also possible that these voxels are not aligned with the actual environment.
3.2 Volumetric navigation mesh

3.2.1 Definition
A volumetric navigation mesh, or volumetric navigation mesh, is defined as a data structure which represents the navigable area of a virtual environment, where: the environment has to be divided in convex 3D polyhedral, also the entire mesh must be contiguous, with all adjacent polyhedral sharing a single face, also no two polyhedral should overlap on the same space. One of the ideas behind navigation meshes is to model a three-dimensional environment as a two-dimensional structure, since it is usually just used for navigation over a surface. However, his definition introduces new problems when more complex environments are used, or when full three-dimensional navigation is required. Different layers of navigation meshes could be used and connected to model multilayered environments [22]. However, this approach is mainly limited to modeling the walkable areas. We can do a better expansion for 3D for areas with volumetric obstacles. Let's call this new data structure a volumetric navigation mesh.

3.2.2 Generating the structure
There are many approaches for generating a volumetric polygonal mesh structure in 3D environments, such as the Adaptive Space Filling Volumes 3D algorithm. It works by seeding the world space with a series of unit cubes. These cubes then grow as big as possible. There is also an automatic subdividing system in it that allows conversion of these cubes into higher-order convex polygons. They show that their method is less complex and provides better results compared to some other approaches like Space-filling Volumes and Automatic Path Node Generation mesh methods. Another approach that we propose is to start with a mesh consisting of only one big convex polyhedron, normally a rectangular cuboid that contains the whole area. Then we can look at each obstacle in the environment at a time, and split up the convex polyhedron(s) it is currently in, according to the characteristics of that obstacle. This can be seen as starting with an empty environment then keep adding the obstacles, while doing local operations to update the navigation mesh.

4. D UAV TRAJECTORY PLANNING
AUVs usually operate in dynamic, cluttered, and uncertain ocean environments. In order to ensure a safe and efficient operation of vehicle in such environment, it must use real-time path planning. A path planner must react quickly with any change in environments and find a suitable path that safely moves the AUV from its initial position to its destination with minimum energy/time cost [23]. There are
many algorithms applied to AUV path planning problem like Dijkstra's algorithm, A* algorithm, Field D* algorithm, Fast Marching (FM) algorithm, and Artificial potential field. When AUVs operate in a large geographical area, path planning process is consider a large – scale optimization problem because there are computational requirements that make path planning process is slow in high dimensional search space. So if it wants to speed up planning process and reduce the memory requirement, it must use a way to translate the 3D space to 2D space but this 2D space cannot contains all the 3D information of the ocean environment. Evolutionary algorithm is consider that is efficient and effective way that used to deal with non-deterministic polynomial time (NP) hard problems [24]. Genetic algorithm (GA) [18-20] and Particle Swarm Optimization (PSO) are considered as a well-known effective optimization techniques of evolutionary algorithms that used to solve path planning problem. There is an improved version of PSO called Quantum-behaved Particle Swarm Optimization (QPSO). This version assumes that every particle swarm has quantum behavior instead of conventional position and velocity updated rules employed in PSO.

5. UNDERWATER PATH PLANNING

There are many applications underwater like oil and gas production, underwater infrastructure monitoring, coastal surveillance, ocean exploration, and weather services [21-22-23]. Autonomous Underwater Vehicles (AUVs) and underwater gliders are used for these applications. For underwater missions, there are number of limitations must be taken into consideration like limited mission length, stringent non-economic motion constraints, and limited communication with each other or with the home base. In order to support vehicle kinematic constraints, vehicle paths must satisfy geometric continuity [24-25] because of non-economic motion constraint requires that the vehicle motion must be a long smooth curvature without reverse it’s direction. In order to achieve G1 continuity and get shortest path length for point to point path planning, Dubins curves are used [26-27]. Also for unmanned aerial vehicle, Dubins curve proposed by using linear interpolation [28]. The multi-target multi-AUV task assignment and path planning problem is can be represent as multiple traveling salesperson (MTSP) problem. This problem can be solved by many methods like k-means clustering method [29], genetic algorithm [30-31], and heuristic search algorithm [32-33].

6. CONCLUSION AND FUTER WORKS

Many researches on robot path planning in a three dimensional environment have concentrated. This paper presents a survey on a three dimensional path planning algorithms. It depends on the static and dynamic obstacles when the mobile robot draw it’s trajectory to the goal. Static obstacle avoidance is a way of avoiding obstacles that is static in shape and position and dynamic obstacle avoidance is a way of avoiding obstacles that is dynamic in position. Also this paper discusses the type of the three dimensional vehicles: UAV and AUV. The UAV works as a flying robot and the UAV works as a swimming robot. Two types of data structure are discussed: the Voxel grid and the volumetric navigation mesh. In Voxel grid the data structures organize their data in a tree-based way; so that actions like searching, adding or removing objects can have a good average time complexity where the volumetric navigation mesh approach is mainly limited to modeling the walk-able areas.
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