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ABSTRACT 
Test case generation is a significant step in software testing as 

it ensures that, software produced is error free and is of high 

quality. On the other hand, optimization techniques ensure 

that ideal test cases are generated. In this paper, the 

researchers present an overview of state-of- the- art research 

on test case generation and optimization techniques. The 

study included papers from google scholar, IEEE Xplore 

digital library and springer that were published between 2010-

2022. The results indicate that most of the studies focused on 

single UML models, and search techniques such as breadth 

first search and depth first search, while there exists very few 

studies on combinational UML models, and test case 

optimization techniques such as metaheuristic search 

algorithms. Further, case study remains the most popular 

approach for validation of test case generation and 

optimization techniques, but there are few studies focusing on 

experimental validation.   
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1. INTRODUCTION 
 Software Testing is the one of the most important phases in 

software development and consumes nearly 40 to 60% of 

effort, time, and cost. Due to the end users urge to complete 

the project in short span with high quality and defects free, the 

testing activity must be started as early as possible to fix the 

bugs at early stage. Generating an effective test case plays a 

major role in software testing. Test generation process deals 

with creation of a set of testing conditions which can be used 

for validating the adequacy of the application [1]. Test cases 

are planned for every software system and as the system 

grows in complexity, more test cases are needed and 

consequently the time and effort required for appropriate 

testing are increased. Thus, optimizing the process of test case 

generation is critical. 

There are different techniques used for test case generation 

such as model based technique which generates the test cases 

from the UML models, search-based test generation which 

uses meta heuristic techniques that direct the search towards 

the potential areas of input space, random approaches that 

generates test cases based on assumptions, Goal based test 

data generation approach that cover a particular section, 

statement or function, and specification based techniques that 

generate test data based on the formal requirement 

specifications. However, there are a myriad of challenges that 

have not been addressed such as test optimization using 

metaheuristic algorithms, use of combinational UML in test 

case generation and the need to evaluate techniques through 

experiments using large software. 

Model based testing is a technique which is used for designing 

and modelling the artifacts of the software system. In this 

study, a model is a representation of the function (behavior) of 

software under test and a function can be in terms of input, 

output, action, events and many more. Software testing rely 

on the models as the test cases remain the same even after 

certain changes are made in the code. Test cases are generated 

from the model that defines the functionality of the software 

[2]. 

The development of automatic test case generation process 

assists the software testing engineer and saves more time as 

compared to manual testing. In addition, the cost of testing 

decreases with the reduction of testing time. It is important to 

note that most of the software’s are delivered without 

sufficient testing, due to short duration to deliver the software 

product and this eventually leads to loss of revenue. By 

automating the test case generation process, manual efforts 

can be eradicated, which can result to test time savings and 

cost reductions of software development and maintenance [3]. 

UML is a general-purpose modelling language used to 

visualize, analyze and document the components of a system 

in form of a model or design. The UML diagrams are 

classified into two, the structural diagrams and behavioral 

diagrams. Structural diagrams describe the structure of the 

software and represent the static aspect (fixed part) of the 

system, while the behavioral diagrams describe the dynamic 

aspects (moving and changing part) of the software [2]. 

The goal of this study was to identify existing test case 

generation and optimization techniques, UML models used, 

methods or algorithms applied, methods of evaluation, 

strengths, and weaknesses of these approaches and the 

research gaps of the study. The study was performed using 

systematic mapping study (SMS) protocol presented in 

Section 2 and it covered hundreds of scientific publications 

from google scholar, IEEE digital library and springer.  

The rest of the paper is structured as follows. Section 2 

describes the protocol for the systematic mapping study used 

to find and evaluate papers in this study. The protocol is 

described in detail for the purpose of replicability. Finally, the 

section presents the research questions. In Section 3, the 

results of the study are presented. Potential threats to the 

validity of this study are discussed in Section 4, and finally in 

Section 5, we present our conclusions. 

2. THE SYSTEMATIC MAPPING 

STUDY 
This section describes the protocol used for the SMS. The 

protocol is largely based on the one used in [4], but it has been 
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modified according to the topic of this study. 

2.1 Research Questions 
The research questions (RQ) are as follows: 

RQ1: Which UML models are used to generate test cases?  

RQ2: Which techniques are used to generate and optimize test 

cases? 

RQ3: How are the techniques evaluated?  

RQ4: What are the research gaps of studies? 

2.2 Search Strategy for Primary Studies 
This section presents our search strategy, which based on the 

systematic literature review guidelines from [5] and [6]. 

2.2.1 Search terms 
Table 1 lists the search terms used when searching for original 

papers for this study. The search terms are derived from the 

research questions 

Table 1. Search terms with alternate spellings 

Term Alternate spelling 

Test case Test cases 

Generation  

optimization  

UML Unified modelling language 

Model Models 

Diagrams Diagrams 

Technique Techniques 

Algorithm Algorithm 

 

2.2.2 Search terms 
The search terms listed in Table 1 were combined into two 

search strings for use in the digital libraries. These are shown 

in Table 2.  

Table 2. Search strings 

No Search String 

1 Test case AND Generation AND Optimization 

AND (Technique OR Techniques) AND (UML 

OR Unified Modeling Language) AND (Model 

OR Models). 

2 Test case AND Generation AND Optimization 

AND (Technique OR Techniques) AND (UML 

OR Unified Modeling Language) AND (Diagram 

OR Diagrams). 

 

2.2.3 Databases 
The search strings shown above were applied to the following 

digital libraries 

 IEEE Xplore 

 Google Scholar 

 Springer 

The first search string was used for all two databases while 

the second string was used to search abstracts in the IEEE 

Xplore database only. This was done to reduce the number of 

papers found. 

Since the digital libraries have different possibilities for 

defining search strings, the strings were customized to every 

digital library. Duplicates were removed from the collected 

results. 

2.2.4 Study inclusion criteria 
 The inclusion criteria for primary studies were as 

follows; 

 Written in English AND 

 Published in a peer-reviewed journal, conference or 

workshop covering the subjects of software 

engineering 

 Describing any one of the following; 

o Models or diagrams in test case generation 

o Techniques or methods used in test case 

generation and optimization. 

o Evaluation of existing test case generation and 

optimization techniques. 

o Research gaps or future work 

2.2.5 Title and abstract level screening 
The inclusion criteria were applied to publication title and 

abstracts. The screening results were used as a starting point 

for the full text screening. 

2.2.6 Full text level screening 
In this stage, the remaining papers were analyzed based on 

their full text. To reduce biasness, two researchers were 

involved in applying inclusion criteria on the full text. Here, 

one of the researchers screened all the papers while the other 

researcher screened the half of the papers due to the time 

constrain. The results were compared and disagreements were 

solved through discussion. 

2.2.7 Study quality assessment checklist and 

procedure 
The selected papers were assessed based on their quality in 

terms of contribution to test case generation and optimization. 

Two researchers assessed the quality of the selected papers 

with one research assessing all independently, while the other 

researcher assessed the half of the paper. Then, thereafter 

results were compared and disagreement resolved through 

discussion between researchers.  

Any paper not meeting minimum quality requirements as 

described below, was excluded from the set of primary 

studies. 

Table 3 presents the checklist of the study quality assessment. 

For each question in the checklist a three- level, numeric scale 

was used [7]. The levels were True (2 points), partial (1 point) 

and false (0 point). If the study scored 8 points or less, it was 

discarded due to the lack of quality in relation to this study. 

The research documented the obtained score of each 

included/excluded study. 

Table 3: Study quality assessment 

NO Question 

Theoretical Contribution 

1 Is at least one of the questions addressed? 

2 Was the study designed to address some of the 

research questions? 

3 Is a problem description for the research explicitly 
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provided? 

4 Is the problem description supported by references of 

other works? 

5 Are the contribution research clearly described? 

6 Are there assumptions, if any, clearly stated? 

7 Is there sufficient evidence to support the claims of the 

research? 

Experimental evaluation 

8 Is the research clearly described? 

9 Is prototype, simulation or empirical study presented? 

10 Is the experimental set up clearly described? 

11 Are the results from multiple different experiment 

included? 

12 Are the results from multiple runs of each experiment 

included? 

13 Are the experimental results compared with other 

approaches? 

14 Are negative results if any presented? 

15 Is the statistical significance of the results assessed? 

16 Are the limitations clearly stated? 

17 Are links between data, interpretation and conclusions 

clear? 

 

2.2.8 Data Extraction Strategy  

The researchers used the form shown in Table 4 to extract 

data from the primary studies. Two researchers extracted the 

information from the papers with each researcher extracting 

data from one third of the papers. After the data extraction, 

the results were double-checked by the reviewing researchers. 

The extracted data was then used for analysis, applying RQs 

from Section II-A to obtain answers. 

2.2.9 Synthesis of the Extracted Data 
The extracted data from the papers was analyzed to obtain a 

high-level view of the different aspects related to test case 

generation and optimization. The papers were categorized and 

collective results were extracted. The results from this phase 

are presented and discussed in Section 3. 

3. RESULTS 
In this section, researchers present the main findings of the 

research. They used search terms such as “test case 

generation” and” optimization*” that are used in several 

research contexts. Consequently, some findings were not 

related to test case generation from UML models. For 

example, some papers were related to structural testing or 

white box testing, which are not related to the topic of this 

paper. 

As seen from table 5, the initial paper search produces a 

number of the study included papers that were published 

between 2010-2022. The researcher discarded papers not 

relating to test case generation and optimization from other 

domain e.g., structural test case generation. This study strictly 

covered model (behavioral) based test case generation 

approaches using UML 

Table 4: Data extraction form 

Data Item Value Note 

General 

Data extractor name   

Data extraction Date   

Study identifier (1,2,3…)   

Bibliographic reference (Title, author, 

year, journal/conference/workshop 

  

Test case generation and 

optimization 

  

(RI) UML Models applied to generate 

test cases (activity, sequential, state 

chart, use case diagrams etc. 

  

(R2) methods or algorithms for test 

case generation and optimization 

  

(R3) Strengths of the identified 

techniques 

  

(R4) Weakness of the identified 

techniques 

  

(R5) Evaluation methods   

(R6) Research gaps   

 

Table 5: Number of papers in each phase of the paper 

search & screening 

Phase No. of Papers 

Initial search results 348 

After Title & Abstract screening 115 

After full text screening 86 

After quality assessment 47 

 

After initial paper search, there were 348 papers found. After 

title & abstract screening, only 115 papers were included in 

the next phase. After full text screening, there were 86 papers 

which included in the next phase (Quality assessment) and 

finally 47 papers were selected for the study. [Most of the 

paper (29) were published in journals where 18 were 

published in conference procedures. 

As shown in Figure 1, the subject of test case generation & 

optimization is trending toward greater interest over time. The 

year 2021 had the highest (8) papers selected for the study, 

2020 had 3 papers selected, 2019, 2018 and 2016 had each 4 

papers selected, the year 2017 had 5 papers selected for the 

study, the year 2015 and 2013, each had 6 papers selected for 

the study, 2014 had 3 papers selected for the study while,2012 

and 2010 had each 2 papers selected for the study. Lastly, the 

year 2011 had 1 paper selected for the study.  

 

Fig 1: Reviewed papers sorted by the year of publication 
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3.1 UML models used in test case  

generation 
 The idea behind RQ1 was to identify UML diagrams used in 

producing test cases. According to the findings activity 

diagram is the most studied in the literature, followed by the 

UML combinational diagrams such as activity and sequence 

diagrams or state chart and sequence diagrams. 

Further, to this most of the work focused on producing test 

cases from individual or single UML diagrams.  Other types 

of UML diagrams were not considered by the primary studies, 

hence there is need to address this issue. 

Figure 2 indicates that 14 primary studies covered activity 

diagram, 11 primary studies used combinational UML 

diagrams, 7 primary studies covered state chart diagram, 8 

primary studies covered sequence diagram while use case 

diagram was covered by 2 primary studies. Finally, the 

collaboration diagram was covered by 3 primary study. 

 

Fig 2: Number of UML Models 

3.2 Techniques or methods used to 

generate test cases 
The idea behind RQ2 was to identify the test case generation 

and optimization techniques with their strengths and 

limitations.  

The results show that most of the studies focused on 

generating and optimizing test cases using search technique 

such as DFS & BFS algorithm. These algorithms have 

average time complexity.  The most studied metaheuristic 

technique was genetic algorithms while other metaheuristic 

algorithms such as cuckoo search, bee colony, particle swarm 

optimization were least studied.  

Table 6 show that 14 primary studies used DFS and BFS to 

generate and optimize test cases, 10 primary studies used 

genetic algorithm generate and optimize test cases, 12  

primary studies applied test case generation algorithms. These 

techniques were proposed by the developers and did not focus 

on test case optimization. A hybrid of cuckoo search (CS) and 

bee colony (BC), bacterial foraging algorithm (BFA)-particle 

swarm optimization (PSO)- genetic algorithm (GA), firefly 

algorithm (FA)-bee colony (BC), Intelligent optimization 

algorithm, adaptive cuckoo search algorithm, hybrid BC 

algorithm, Prism and Dijkstra algorithm had each covered by 

1 primary study. 

Table 6: Test case generation and optimization techniques 

Techniques/Meth

od 

Count References 

CS & BC 

Algorithm 

(CSBCA) 

1 [1] 

Hybrid BFA-

PSO-GA 

1 [2] 

DFS & BFS, DFS 14 [3][4][5][6] 

[7][8][9][10][11][12][13] 

[14][15][16] 

Hybrid FA-BC 1 [17] 

Test Case 

Generation 

Algorithms 

12 [18][19][20][21][22][15][23]

[24][25][26][27][28] 

Genetic 

Algorithm 

10 [23][29][30][31][32][33][34]

[35] [36] [37] 

Intelligent 

optimization 

technique 

1 [38] 

Adaptive cuckoo 

search algorithm 

1 [39] 

Prism and 

Dijkstra 

algorithm 

1 [40] 

Hybrid BC 

algorithm 

1 [41] 

3.2.1 Strength of test case and optimization 

techniques 
The results indicates that most of studies are able to generate 

test cases automatically but are not able to produce optimal 

test cases, only few primary studies focused on generating and 

optimizing test cases hence able to minimizing invalid test 

paths and redundant data. 

Figure 3 indicates that 72% of the primary studies focused on 

test automation while 30% of the studies concentrated on test 

optimization. 

 
Fig 3: Strength of techniques 

3.2.2 Limitations of test case and optimization 

techniques 
The findings shows that majority of primary studies did not 

focus on test case optimization, automation of test case 

generation process, and combinational UML diagrams which 

increases the test coverage. Moreover, few of the studies have 

not been evaluated, and those that have been evaluated are 

using small programs and simple structures hence test cases 

are not effectively evaluated. 

Table 7 shows that 33 primary studies had their techniques 

experiencing slow test case execution time, 31 studies had 

their test cases being generated from an individual UML 

diagram, then 4 primary studies had their techniques not 

automated. Finally, the techniques in 2 primary studies were 

not evaluated. 

14

8
9

2

3

11

UML Model Usage

Activity diagram

State Chart 

Diagram

Sequence 

Diagram

Use case 

Diagram

Collaboration 

Diagram

Combinational 

Diagram

72%

30%

0%

50%

100%

Test case automation Test case 

Optimization

Strength of Techniques



International Journal of Computer Applications (0975 – 8887)  

Volume 184 – No.13, May 2022 

30 

Table 7: Techniques limitation 

Techniques Limitations Count References 

Slow test case execution time 33 [18][23][4][19][15][10][31][5][20][21][6][7][12][42][38] 

[8][11][42][15][3][9] [40][23][36][24][13][43][14][16][27][26][25][28] 

Generates test cases from an 

individual UML diagram 

31 [39][4][19][29][31][5][20][21][32][33][12][44][45][28] 

[34][35][8][11][42][36][24][39][13][37][46][43][14][16][26][27][25] 

Not automated 4 [18][23][29][31] 

Not evaluated 2 [30][3] 

 

3.3 Evaluation of the methods/ algorithm 
The results shows that the test case generation methods were 

majorly evaluated using case studies.  However, few of the 

primary studies evaluation were done by performing an 

experiment. Most of the papers did not conduct an experiment 

to compare the test case and optimization techniques with 

other existing methods. The few that conducted an experiment 

only evaluated the techniques with small programs and simple 

structure. 

Figure 4 indicates 32 primary studies focused on case studies 

while 5 primary studies evaluated their results using an 

experiment. Only 1 study that focused on simulation method.  

 

Fig 4: Evaluation methods  

3.4 Research gaps 
Most of the primary studies about 70% suggested the need to 

combine a single UML model with other behavioral UML 

diagrams so that the technique can be able to handle different 

types of errors. Secondly, 65% of primary studies suggested 

the need to optimize test cases to reduce execution time and 

redundant data, while 27% of primary studies suggested a 

hybrid method to improve their performance. Finally, 13% of 

primary studies suggested that techniques need to be 

automated to improve their efficiency as indicated in figure 5. 

 
Fig 5: Research Gaps  

 

 

 

4. THREATS TO VALIDITY 
A threat to validity of this study is that only research papers 

from three databases i.e., IEEE Explorer, Springer and Google 

scholar were included. Some relevant papers from other 

databases may have been left out. However, the use of google 

scholar minimized the threat since it was able to link to papers 

in other databases such as ACM. 

Another threat to validity is that the screening phases were 

performed partially by different persons. While one researcher 

followed the entire protocol from beginning to end, the 

remaining researcher had varying influence on the screening 

phases. These researchers may have had different views 

regarding paper relevancy, causing relevant papers to be 

excluded. In all phases where two researchers were involved, 

except for the data extraction phase, one researcher completed 

the entire phase independently, while the other two divided 

the workload evenly between them. Since the workload was 

divided, some papers may have been excluded because of 

differing criteria for relevance. 

In the data extraction phase, each of the researchers extracted 

data from one third of the papers. Although each set of 

extracted data was double-checked by other researcher, there 

is a risk that some data may have been missed.  

Finally, the researchers pointed out that after each phase in the 

protocol, consensus discussions were held and that any 

disagreements were resolved. Therefore, the researchers feel 

that any threats posed to protocol execution were minimized. 

Table 8: Primary studies included, with corresponding 

references 

ID Reference ID Reference 

S1 [1] S25 [5] 

S2 [2] S26 [20] 

S3 [3] S27 [21] 

S4 [22] S28 [6] 

S5 [17] S29 [12] 

S6 [40] S30 [7] 

S7 [18] S31 [9] 

S8 [23] S32 [32] 

S9 [39] S33 [12] 

S10 [4] S34 [34] 

S11 [19] S35 [35] 

S12 [29] S36 [11] 

S13 [10] S37 [42] 

S14 [30] S38 [15] 

S15 [31] S39 [30] 

S16 [44] S40 [45] 

S17 [38] S41 [36] 

S18 [24] S42 [39] 

S19 [13] S43 [37] 

S20 [46] S44 [43] 

S21 [14] S45 [16] 

S22 [25] S46 [27] 
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S23 [26] S47 [28] 

S24 [41]   

5. CONCLUSIONS  
The researchers have presented a systematic mapping study 

on test case generation and optimization. In their findings, 

several papers used activity diagram, state chart diagram and 

sequence diagrams in test case generation. Majority of studies 

have concentrated on generating test cases from individual 

UML model. Thus, the test cases produced will not be 

effective in fault detection since different types of faults can 

be detected using diverse kinds of UML models. 

 Many papers have used DFS and BFS algorithm in test cast 

generation and optimization. These algorithms have average 

time complexity, meaning that more time is spent in test case 

execution. Moreover, most of the studies are able to generate 

test cases automatically. However, many studies have not 

focused on test case generation and optimization using 

metaheuristic techniques hence leading to slow time 

execution. Use of metaheuristic techniques can be applied to 

produce optimal test cases and saving test execution time. 

Finally, several studies are evaluated using case studies. 

However, there are few studies focusing on experimental 

validation. In addition, test cases are generated from small 

programs and simple structures hence the need to generate test 

cases from large software. The said techniques are therefore, 

challenged for their application in test case production and 

optimization. Future studies should focus on generating test 

cases from combinational UML models using metaheuristic 

algorithms and evaluate their performance through 

experiments 
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