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ABSTRACT 

XML is now worldwide standards for data definition. The 

standard of data transfer and exchange between organizations 

through Web services has become exceedingly popular, especially 

in electronic commerce. Web services are somewhat loosely 

defined, but may be characterized in general as using existing web 

technologies and standards to build the distributed computing 

environments. Data transferred through web services is in the 

form of XML. XML is universal language for information 

exchange and has been used by many organizations for 

developing enterprise applications. With the widespread adoption 

of SOAP and Web services, XML-based processing, and parsing 

of XML documents in particular, is becoming a performance-

critical aspect of business computing.  There are connections 

between Formal languages, Automata theory and XML.  Finite 

State Machines (FSM) provide a powerful way to describe 

dynamic behavior of systems and components. XML has many 

important features, including platform and language 

independence, flexibility, expressiveness, and extensibility. To 

improve web service performance, we have parsed XML 

documents using Deterministic Finite Automata (DFA). DFA is 

constructed to efficiently parse XML documents containing 

SOAP messages by encoding the XML parser‟s states as a DFA. 

In this paper we discuss our simple application and performance 

results we obtained.  
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1. INTRODUCTION 
Use of Web services is mandatory in developing enterprise 

application. Producer of Web services need to publish Web 

service using WSDL and consumer of Web service need to search 

the needed Web service and use the Web service as per the 

contents of WSDL. WSDL documents are basically a contract for 

using Web service. WSDL plays an important role in the overall 

Web services architecture since it describes the complete contract 

for application.  Web services communicate to each other as well 

as with client using WSDL contract defined in XML. This 

communication is done by exchanging SOAP messages. SOAP 

messages are basically XML documents.  SOAP is an XML-based 

messaging protocol. It defines a set of rules for structuring 

messages that can be used for simple one-way messaging but is 

particularly useful for performing RPC-style (Remote Procedure 

Call) request-response dialogues. It is not tied to any particular 

transport protocol though HTTP is popular. SOAP is an important 

building block for developing distributed applications that exploit 

functionality published as services over an intranet or the internet. 

Many studies [7],[8],[9],[11],[15] have shown that the use of 

XML can lower performance. XML primarily uses UTF-8 as the 

representation format for data. Sending commonly used data 

structures via standard implementations of SOAP incurs severe 

performance overheads, making it difficult for applications to use 

Web services. Due to the widespread adoption of standards in 

Web services, it is critically important to investigate the impact on 

performance for the kinds of XML used in web applications. The 

flexibility and loose coupling of XML-based standards allows 

senders and receivers of XML data to independently deploy 

selected optimizations, according to the communication patterns 

and data structures in use [6],[13]. SOAP has plus points like 

transparency, expressiveness, platform and language 

independence, extensibility and robustness. SOAP is a popular 

choice as the common underlying protocol for interoperability 

between Web services. These features facilitate the use of SOAP 

in diverse applications with widely varying characteristics and 

requirements. Clients and Web service endpoints can also add 

optimizations in their implementations. The convergence of Web 

services standards has made SOAP important, requiring the 

evaluation of SOAP for data types and communication patterns 

used by grid applications. It is thus important to have a test 

framework to determine if a particular SOAP toolkit can meet the 

performance requirements of an application, or if some other 

communication protocol should be employed. Finite State 

Machines (FSM) provide a powerful way to describe dynamic 

behavior of systems and components. XML has many important 

features, including platform and language independence, 

flexibility, expressiveness, and extensibility [18],[19],[21]. Thus, 

the combination of these characteristics with the interoperability 

trait of Web services is an attractive way to design distributed 

applications. For processing of XML documents, we have used 

DFA based approach, as DFAs are executed faster on any 

computer [10]. 

2. GENERATING DFA BASED PARSER  
Parsing is the process of reading a document and dissecting it into 

its elements and attributes, which can then be analyzed. In XML, 

parsing is done by an XML processor, the most fundamental 

building block of a Web application [18], [23]. All modern 

browsers have a built-in XML parser. An XML parser converts an 

XML document into an XML DOM object - which can then be 

manipulated with a JavaScript. As the document is parsed, the 

data in the document becomes available to the application using 

the parser. This process is shown in Fig. 1. The XML processor 

parses and generates an XML document. The application uses an 

API to access objects that represent part of the XML document. 

 



International Conference on Technology Systems and Management (ICTSM) 2011 

Proceedings published by International Journal of Computer Applications® (IJCA) 

20 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

Fig. 1.. XML Parsing Process 

We developed WSDL Processor [2],[11],  which accepts WSDL 

or Schema and generates source codes for the implementation of a 

high-performance Web service as shown in Fig. 2. WSDL is an 

XML-based language for describing Web services and how to 

access them. A WSDL document is just a simple XML document. 

It contains set of definitions to describe a web service. 

 

 

Fig. 2. Parser Genrator 

 

Fig. 3. Processing Web service 

Many parsers are built using lexical analysis generators that 

tokenize input into logical chunks, called as tokens [1],[3]. These 

tokens act as input for the parser. These generators generally take 

as input a collection of regular expressions matching each class of 

token and actions that are executed when those tokens are 

matched. This is explained in Fig. 3. Some of valid tokens are 

elements, attributes and data. flex is a commonly used scanner 

generator. flex transforms the collection of regular expressions 

into a Non-Deterministic Finite Automaton (NFA) which 

recognizes the union of the patterns[12]. This NFA is converted 

into a DFA and then reduced. The DFA is written out as a table of 

states of two dimensions, DFA state and character input. The 

input is scanned by reading each character in input order, looking 

up the current state and current input in the DFA table to find the 

next state. Any required action is executed when the state 

changes. 

3. APPLICATIONS 
Our example describes a parser for a repeatMessage 

service in detail. Fig. 4 shows the schema/DTD of the 

repeatMessage SOAP request message. The 

repeatMessage message element contains a child 

element message of type XSD string.  

 
<schema 

targetNamespace="urn:repeatMessage" 

xmlns:xsd="http://www.w3.org/2001/XMLS

chema" 

xmlns="http://www.w3.org/2001/XMLSchem

a"> 

<element name="repeatMessage"> 

<customType> 

   <sequence> 

<element name="message" 

type="xsd:string"/> 

<any namespace="##any" lowerlimit="0" 

upperlimit="100"/> 

   </sequomence> 

</customType> 

</element> 

</schema> 

Fig. 4. The repeatMessage Message Schema 

The wsdlProcessor tool generates the Flex description 

shown in Fig. 5. For this example, the PUSH and POP 

operations are simply keeping track of the node nesting 

level in the document. The level indicator is used for 

controlling the DFA transitions. The source code of the 

DFA generated by wsdlProcessor is shown in Fig. 6. The 

yylex function returns the next token from the Flex 

scanner shown in Fig. 5.  

 
%{ 

#include "repeatMessageDFA.h" 

#define PUSH level++; 

#define POP level--; 

%} 

blank [ \t\v\n\f\r]* 

name [ˆ>/:= \t\v\n\f\r]+ 

qual {name}:|"" 

open <{qual} 

close [ˆ>]*> 

data [ˆ<]* 

events 
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%% 

{blank}   // ignore white space 

{open}"?"{close} // ignore declaration 

{open}"!"{close} // ignore comment 

{open}"/"{close}  POP 

{open}"Header"{close} PUSH return HEADER; 

{open}"Body"{close} PUSH return BODY; 

{open}"repeatMessage"{close} PUSH return 

ELEMENT_repeatMessage; 

{open}"message"{close} PUSH return 

ELEMENT_message; 

{open}{name}"/"{close} 

{open}{name}{close}  PUSH 

{data}    return DATA; 

<<EOF>>    return EOF; 

%% 

Fig. 5. Flex Specification for repeatMessage 

Fig. 6 shows the source code generated by WSDL Processor [2], 

[10],[14]. The event("repeatMessage/message", 

yytext)call returns an XPath expression and string data to the 

server application.  

 
int repeatMessageDFA() 

{ 

   int token, state = 0; 

   while ((token = yylex()) != EOF) 

   { 

         switch (state) { 

            case 0: if (token == BODY && level == 2) 

                        state = 1; 

                    break; 

            case 1: if (token == ELEMENT_repeatMessage &&  

                   level == 3) 

                        state = 2; 

                    break; 

            case 2: if (token == ELEMENT_message && level  

                   == 4) 

                        state = 3; 

                    break; 

            case 3: if (token != DATA || level != 4) 

                        return error("Invalid input  

                          value"); 

                    event("repeatMessage/message",  

                          yytext); 

                    state = 4; 

                    break; 

            case 4: if (token == EOF && level == 0) 

                        return ACCEPT; 

                    return error("Invalid message"); 

          } 

   } 

   return error("End of file"); 

} 

Fig. 6. DFA for repeatMessage 

4. PERFORMANCE ANALYSIS 
Experiment were carried on Dell Inspiron Laptop with Intel Core 

2 Duo, 4 GB RAM.  We measured Web services performance on 

the same machine, i.e. client and server was installed on the same 

machine. The performance of the repeatMessage application is 

compared to the performance of parser built with gSOAP 2.5.1 

and the performance of eXPAT parser [11],[26]. This paper 

shows the performance of the same repeatMessage application 

with gSOAP 2.5.1 parser and the performance of Xerces2 XML 

parser [20]. The performance of the Xerces2 parser is considered 

to be good. Xerces2 Java is a library for parsing, validating and 

manipulating XML documents. The gSOAP toolkit is an efficient 

implementation of Web services standards in C and C++ [16], 

[17],[26]. We changed the message string size n from 256, 512 to 

1024 and repeated the experiment. Performance comparison of 

these parsers with varied n is shown in Fig. 7, 8 and 9. 

Performance analysis of the result obtained show that the 

performance of DFA-based parser is better than other two parses 

considered, viz. gSOAP and Xerces2. We have measured the 

response time using Apache Jmeter software. 

 

 

Fig. 7. Performance of parsing repeatMessage application with 

n=256 

 

Fig. 8. Performance of parsing repeatMessage application with 

n=512 

 

 
 

Fig. 9. Performance of parsing repeatMessage application 

with n=1024 
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5. CONCLUSIONS 
Many researchers tried to improve XML parsing. Web services 

interact with client by exchanging SOAP messages and can be 

used as per WSDL. Both SOAP and WSDL are basically XML 

document. Therefore to improve Web services performance, we 

tried to improve XML parsing work. XML parser has some finite 

states. Therefore, we used DFA to effectively reduce 

computational overheads for XML parsing of SOAP/XML 

messages. The DFA is generated by a code generator that takes a 

WSDL as input and generates codes for an optimized schema-

specific SOAP/XML message parser. We observed that the 

performance of the DFA-based parser built with a scanner 

produced with Flex is better than the performance of parser built 

with gSOAP 2.5.1 and Xerces2 parser. However, we have not 
considered processing of XML namespaces. For developing this 

parser, we considered only ordered XML documents.  
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