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ABSTRACT 
From last three decades various tools, techniques and methods 

are developed by  researchers. The objective of research is to 

optimize the error and improve the quality of the software. 

During development of software, various errors are introduced 

by the developer at various phases of software development life 

cycle (SDLC). It is difficult to identify all the errors of the 

software by the developer of different phases. Various 

methodologies are proposed and implemented by the researcher 

to identify the errors. The objective of this paper is to review 

and develop taxonomy of requirement errors, prepare a list of 

requirement errors for the analysis. Conclusions are listed on 

software requirement errors at last. The list of requirement 

errors may support the researchers to improve their work in a 

systematic way and classify all requirement errors to increase 

the software quality.   

Keywords 
Software Quality, Systematic Review, Error, Fault, Failure, 

Reliability. 

1. INTRODUCTION 
There is a lot of change in the size, complexity and software 

code of a program. Software development is beginning with 

various components and stages. Various errors and faults are 

encountered during the development.  Main objectives of the 

developer are to optimize the error of the software and deliver 

the quality software to the customer. The major problem with 

the developer is to detect the hidden errors. It is time consuming 

and 50% cost of the whole project invested in it. These software 

errors are introduced from the requirement level. If all the errors 

are identified and removed at the initial level, then the quality of 

the software and reliability will be improved. Many 

organizations are introduced to accumulate and maintain the 

software error data. From last two-three decades; software error 

tools, techniques and methodologies are tested by the developer 

or software engineer. The purpose of these tools and techniques 

is to improve software reliability and reduce its cost by optimize 

the no of errors.  

The purpose of software process is used to transform the 

information from one form to another. This process is executed 

by the human and probably errors are also occurred at the time 

of transformation. To improve software quality, tools and 

mechanism are required to prevent from these errors and 

identify when they occur. A good software quality is to identify 

the errors, fix the problem at early stage, minimize the expenses 

and rework. To improve the software quality; error, fault and 

failure causes are clearly defined to classify. 

ERROR 

It is defined as the difference between the actual output and the 

calculated output. Errors are defects in the human thought and 

occur while trying to understand given information, solve 

problems, or to understand the methodology and tools.  

FAULT 

Fault also referred as a bug. Fault is caused due to internal error 

or failure of the program. One error may cause many faults and 

many errors may cause identical faults. 

FAILURE 

It is defined in terms of incorrect results with respect to 

specification of user requirements or the system behavior is 

changed on the boundary of software systems.  A particular may 

be caused by several faults and some faults may never cause a 

failure. 

According to Thomas Muller  

“A human being can make an error (mistake), which produces a 

defect (fault, bug) in the code, in software or a system, or in a 

document. If a defect in code is executed, the system will fail to 

do what it should do (or do something it shouldn’t), causing a 

failure.” 

Errors have multiple definitions. IEEE 610 define errors in four 

different ways, it is an incorrect program, condition to a mistake 

by the human behavior. It is a human error rather than program 

error. Quality, always focus on the identification of error and 

removed faults at the early stage of the life cycle. This paper 

prepares taxonomy for classification of faults which are used in 

improvement of quality approaches. In spite of these, quality is 

still a problem for developer to miss the source of error. 

 

Figure 1: Failure Life Cycle 

They have not any resources to learn from error; do not have 

anability to learn from mistakes and do not have any tool for 

verification of error. Therefore it is required to more focus on 

the faults, research required to strengthen to identify the source 

of error and cause of the error. 

In this paper a systematic literature review is prepared for 

identification of error by other quality researcher. A systematic 

literature is a continuous process of improvement of knowledge 

on particular subject. The advantage of continuous knowledge is 

to improve and defended to implement more ad hoc approach. It 

improves the confidence of the developer to gain more relevant 

information as much as possible. It is also used in medicine, 

aircraft, automobile etc.  
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Paper is organized in various phases and explained in a 

following manner. Section I, introduce about the errors and 

discuss its background. Section II, prepare a review literature of 

various research paper proposed or implemented by the 

researcher concept on errors. Section III, describes various 

existing quality improvements approaches by researcher. 

Section IV describes about systematic review process and 

section V describes about the findings from the reviews. 

2. LITERATURE 
In this section, quality improvement approaches are described 

which are focused on various types of faults. How these faults 

are occurred and the source of error is identified.  

Quality improvement approaches 

The error detection can be affected by various factors such as 

testing environment, testing strategy and resources. Error 

detection rate may not be change, when the testing environment, 

strategy and resources are changed [1]. Quality improvement 

classify faults from different phases into a review to support 

risk, cost and cycle time reduction. By using measurement 

framework, Software Engineering Institute (SEI) increased the 

quality by understanding the process and product. Software 

Engineering Institute (SEI) and Software Engineering 

Laboratory (SEL) approaches for fault classification to prepare a 

list of faults that facilitate to understand the faults and improves 

quality of the software. However faults are exist with these 

approaches. Without identifying the source of the faults, it is 

impossible to remove all the faults, or some faults are neglected.  

Root cause analysis approach is used to classify the errors on 

orthogonal defect classification (ODC), due to complex 

methods; it has not found popularity [2].  It is also used to 

understand the relationship between cause and effect of errors. 

From the experiment, it is found that the Perspective-Based 

Reading (PBR) is effective in some context for defect detection 

at detecting faults in requirement documents. Requirements 

faults are difficult to define classify and quantify [3].   

Software inspection techniques are used to classify software 

classification on the base of check list, fault based and 

perspective. Using these fault techniques inspectors cannot 

identify all the present faults. For undetected faults, various 

techniques are introduced like re-inspection or defect estimation 

techniques. Error information is only the prediction to identify 

the effectiveness of the errors [4]. 

Some of the errors are occurred in a group which are defined in 

error abstraction as described in figure 2. When one error is 

discovered, then locate the other error related to that faults. 

Disadvantage of this approach is that this approach is depends 

on the seriousness of inspectors for identifying the errors which 

comes from another error called abstraction error [3] 

 

Fig 2: Error Abstraction 

However, software development processed by human beings. 

Human nature and activity may also cause the requirement 

errors. Two projects are evaluated by two human beings and 

found that both the observation have different results. So, 

psychological effects also cause the effect on requirement errors 

is defined in [16, 17, 18]. 

3. METHODOLOGY 
The objective of this review paper is to identify and classify the 

requirement errors. Various types of questions are reviewed to 

achieve the objective.  

What are the various methodologies for identifying the 

requirement errors? 

What are the attributes to classify the requirement errors? 

 

Fig 3: Review for requirement errors 

Figure 3 shows that literature collected from software errors 

about faults and their efforts are combined with human errors 

and communication errors literature to develop the classification 

of requirement errors. All the collected problems are break into 

three small segments and sub-segments.  

 How to improve quality improvements approaches which 

focus on errors. 

These approaches helped in identifying the defects and 

information about errors. 

Identify the explicit requirement errors and errors generated in 
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different life cycle phases. 

Analysis of faults helped to understand the fundamental errors. 

Identify the human errors from human information and 

psychological effects to identify the various types of faults. 

It is helpful for analyzing the planning and problem solving 

skills of human at the requirement level.  

4. POINT’S TO PONDERS 
Problem 1: Is there any manifest that error information can 

improve the software quality? 

Problem 2 : Is there any methodology or process that error 

information can improve the software quality? 

Problem 3: What type of requirement errors have been 

identified from the previous researcher in requirement level? 

Problem 4: What are the other errors occur in other phases of 

software life cycle which can affect at the requirement phase? 

Problem 5: What are the actual faults identified at requirement 

phase? 

Problem 6: What are the human errors information available 

and its classification? 

Problem 7: Which of the following human errors behaves as a 

communication errors in software requirement errors? 

Author identified above problems, based on requirement error, 

discuss all its aspects in a systematic approach:  

Discussion 1  

Software quality improved, by identifying the source of faults. 

Various researchers used this approach in different ways and 

improved the result on various parameters. A review of various 

methods indicate that the source of faults process improve the 

result and help in prevention of errors from previous experience 

and detection of defects during review as described in fig 4. 

 

Fig 4: Error detection/removal process 

Disadvantage of these approaches is that there is no 

methodology or process to assist developers in finding and 

fixing of errors. Laundible et. al. discussed in his research that 
the error information can improve the quality of a requirement 

document. There is no framework to identify the source of error. 

It is only used as a tested data but some of them are hidden and 

missed during the requirement testing errors. 

Discussion 2 

From the various research and reviewed, few of them used 

software error information as to improve the software quality 

for software development. The usage of types of errors, help in 

identifying the source of error which are used by various 

researchers are as follows: 

Analysis of defects approach is a unit based quality 

improvement procedure to prepare a sample of error to give help 

in prevention from that error from future faults. By using this 

approach Computer Science Corporation (CSC) optimize 50 % 

of the defect error [5]. Most of the software faults are found in 

one of the categories which is classified as follows: 

Methods (Incomplete, Ambiguous, Wrong and Enforced) 

Tools and Environment (Unreliable or Defective)  

People (Lack of training or understanding) 

Input and Requirements (Incomplete, Ambiguous or defective) 

The goal of this approach, improve the software development 

and process. Developers try to prepare a prototype for defect 

data to find the particular module of defect error. Hawlett-

Packyard prepared a guideline to interface design to optimize 

the interface error. Using these guidelines various researchers 

used and found 50% of the interface error decreased [6].  

Defect cause of analysis help in expert knowledge and find the 

depth of the cause of errors. The cause of error found during the 

development of the software, help in identifying the errors 

during development and after delivery of the software. From the 

review it is found that most of the defects were found from the 

lack of communication [7]. 

Defect prevention analysis approach determine the source of a 

fault and suggest about the common errors occurred, reduce in 

defect rates, optimize the test time effort and customer 

satisfaction is increased. Mays et. al. worked on the analysis 

approach [8] and classified defect causes into various parts: 

Supervision problem (like developer overlooked something or 

something avoid).  

Education (developer cannot understand some features). 

Communication (lack of communication). 

Transcription (developer understand but miss at the time of 

development). 

Software bug analysis approach help in identifying the source of 

bugs. To assess this approach, 28 sample of bugs were found 

during the debug and test phases of software. These bugs are 

occurred from group leaders, designers and external designers. 

Total 23 causes were found, half of them related to designers 

carelessness [9]. 

Discussion 3 

Reviewer tried to cover all the aspects of requirement errors, but 

a number of requirement errors are uncovered. Various errors 

and cause methods are identified and described: Some of the 

requirement errors [10] occurred like communication between 

developers, incomplete training, consider all the aspects, 

confusion in understanding the development aspects.  

Second source of errors classify the requirement errors problems 

from developers which classify difficulties for influencing the 

requirement errors faced during the development process [11, 

12]. The outcomes from these reviews are as follows; lack of 

user participation, poor skills and knowledge, complexity of 

problem, undefined requirement process.  

Third source of errors occurred from root causes inconvenience 

projects like; wrong business plan, use of tremendous 

technology, user are not available at all levels, lack of 

experience, proper management, lack of guidance and work 

environment.  

From requirement error it is also found that influence of 
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requirement traceability, inconsistency, domain knowledge, 

requirement management errors, time management and 

commitment for execution of projects during development [13, 

14, 15]. These studies of errors represent poor planning, 

informal change request, lack of proper analysis and 

misunderstanding between team members. 

Discussion 4  

Various paper are reviewed by the researcher but some of the 

portions are uncovered during the design and coding phases. 

These errors are also occur during the requirement phase like 

missing information, insufficient specification, inappropriate 

action, wrong plan, incomplete details in specification, lack of 

attention, technical problems and organizational problems etc [ 

16, 17, 18]. 

Discussion 5  

In addition to these errors represent in the list, this review also 

identified some fundamental errors [19, 20, 21] like documents 

are prepared by various team members, a functionality will be 

missing because of misunderstanding. These problems occur, 

because of lack of communication between team members, two 

requirements are incomplete; lack of information, developer 

could not incorporate the particular function in multiple places.  

Discussion 6 

The various types of human errors which are occurred and it is 

classified in two parts human knowledge and human 

psychology. 

Classification of mistakes (wrong plan, forgot execution of 

write statement, incorrect execution) [22, 23]. 

Knowledge based human errors (inattention, rule based errors 

because of in intentions, unfamiliar situation) 

Individual discrete errors (commission errors, sequence errors, 

timing errors and omission errors) 

Control Error (substitution, adjustment, forgetting the control 

position and reach control in time) 

 Influence factors for occurrence of errors 

(Environmental conditions, organizational factors, 

task factors and user qualities) 

Discussion 7 

Errors which are included in the initial list of errors that served 

as input value. Errors which are translated into requirement 

errors are listed below: 

1. Wrong interpretation due to complex nature of the 

problems. 

2. Misunderstanding the execution of the problems. 

3. Errors in applying the requirement engineering 

process. 

4. Poor methods of achieving goals and objectives. 

5. Incorrect translating requirements written in natural 

languages. 

Mistakes caused by unfortunate conditions, loss of situation 

knowledge, lack of motivation. 

 

 

5. REQUIREMENT ERROR TAXONOMY 
SN TYPES 

OF 

ERRORS 

DESCRIPTION REF. 

 

 

1 

 

 

 

 

 

 

Communic

ation 

errors 

Insufficient project 

communication 

6 

Requirement editing is not 

communicated 

7 

Lack of communication between 

developers and users 

24 

Poor communication between 

developers team 

11 

Poor communication between 

development process 

25 

Lack of communication 

information not reach between 

peoples 

26 

 

2 

 

 

Participati

on  errors 

Involvement of users at 

requirement level 

5 

Participate only selected users 27 

Do not involve all the neutrals 7 

 

 

3 

 

 

 

 

Domain 

knowledge 

errors 

Lack of domain knowledge 10, 28 

Complexity of problem  11, 12 

Lack of appropriate proper 

knowledge and information 

29 

Lack of proper training 6 

Misunderstanding due to 

complexity 

28 

 

 

4 

 

 

 

Specific 

application 

errors 

Knowledge of hardware and 

software specification 

31 

Knowledge of input, output and 

process mappings 

32 

Errors in expected output 15 

Requirements are interpreted or 

predict while solving conflict 

problems 

9 

Knowledge of software interface 

module 

30 

 

5 

 

Process 

execution 

errors 

Errors in sequence of execution 

or requirement process 

33, 34 

Storage problem, sequence order 

of stages and missing stages 

34, 28 

6  

Human 

knowledge 

errors 

Lack of situation awareness 

problem 

14, 26 

Environmental conditions 25 

7  

Inadequate 

method 

Incomplete knowledge for 

achieving goals 

28 

Errors in achieving goals 28 

Selection of wrong method 36 
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Transcription error 8 

8  

Manageme

nt errors 

Poor management of people & 

resources 

29 

Lack of leadership 13 

9  

Specificati

on errors 

Missing conditions 10 

Errors while documenting 

requirements 

36 

10  

Organizati

onal 

requireme

nt errors 

Poor organization of requirement 6 

Errors in organizing 

requirements 

22 

11  

 

Requireme

nt analysis 

errors 

Selection of incorrect model 35 

Misuse of error solution process 24 

Unsolved issues and problems 10 

Errors while analyzing 

requirement use cases 

24, 37 

38 

12 Requireme

nt 

simulation 

errors 

Inadequate requirement 

gathering process 

10 

Lack of information for source of 

resources 

29 

 

6. FINDINGS 
The objective of this review paper is to find and classify the 

errors in requirement phase of software development life cycle. 

A critical review was carried out for covering various research 

domains. From these information, requirement error review was 

formulated. The main findings of this review are as follows: 

 Software quality improvement approaches that cover 

error information, limitations and causes of 

requirement errors. 

 Software methodologies have been explained and 

described the method to find software requirement 

errors. 

 A description of requirement errors is described in 

review and revision. 

 At last all the uncovered requirement errors during 

review and revision are classified in requirement 

errors. 

7. CONCLUSIONS 
Software development process starts from the transformation of 

information from one stage to another. Quality research focused 

on the detection and removal of the errors. To make assure to 

develop high quality software, good mechanism are selected and 

applied on the software. Based on the above review and the 

information collected from various reviews and research papers 

the critical requirement error is predicted. The main objective of 

developer is to optimize the errors and apply relevant test cases 

before delivering the software to the customer. Quality will be 

improved these identify errors, faults and failures of the 

software early. List of requirement errors help the seekers who 

are searching methods and tools to improve quality and usage of 

tools in more effective manner. List of error points reflect the 

review of the paper in a vital manner. More systematic reviews 

are required to identify errors in the other software life cycle 

phases.  
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