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ABSTRACT 
Resource control and resource maintenance during the software 

testing is one of the finest optimization problems. During the 

software testing many of the resources like time, effort and budget 

were consumed. The main aim of the manager is allocate the 

resources in a constrained manner such that the effort can be 

optimally allocated and overall budget is minimized. In this paper we 

proposed a imperfect debugging SRGM during testing and resource 

allocation is done based on optimizing the effort and reliability. An 

experimental result shows the proposed model well fitted for 

software testing. 

 

Keywords- Resource allocation, software testing, Imperfect-

debugging SRGM, Lagrange multipliers.  

 

Notation 
m(t) :mean value function 

w(t)  :Current testing expenditure 

W(t) :Cumulative testing expenditure 

a :initial fault content a > 0 

r     :Fault detection rate  

I              :subscript for each module number    i=1,2,3…..M 

vi :weight for each module, vi > 0 

zi  number of software errors remains in the softwaremodule 

Z number of software errors remains in total software  

qi :amount of testing resource for the module i  

W total amount of testing resource expenditure during testing 

R(s) :software reliability in the interval (0,s | s > 0) 

γ  :constant parameter ;related to failure rate 

R0 :objective reliability 

Ai :viairi(1-βi) 

  

1. INTRODUCTION 
 

Reliability is one of the finest areas of software quality. By 

improving the reliability it increases the software quality. Software 

reliability is defined as the failure free software over a period of time 

in given environmental conditions. Software Reliability growth 

models represents the mathematical model of software testing. 

Several software reliability growth models are proposed in literature 

which describes the real time environment of software testing [1] [2]. 

Software reliability growth models can be classified in terms of time 

dependent and data dependent [14]. Generally any software 

development process consisting of four phases starting from 

requirement, design, coding and testing [4]. Testing can be organized 

in terms of unit or module, integration and system testing. During 

very testing the resources are consumed based on test criteria. 

Testing resources are better described by testing time, testing effort 

and number of test cases used during the testing. The manager has to 

decide how better he will allocate the resources to the testing so that 

testing time, testing effort and budget is optimized and quality is 

improved. Software reliability growth models with resources 

allocation problem is studied by many authors 

[3][4][5][6][7][8][9][10]. Several authors had used perfect SRGM in 

resource allocation during module testing. But it is observed that 

SRGM were not perfect in nature during error detection and 

debugging there is a change of new errors may introduce in to the 

testing.  

In this paper we had studied the resource allocation during the 

module testing with an imperfect debugging software reliability 

growth model with testing effort. The rest of the paper is organized 

as follows. 

Section-2 proposed a testing effort dependent software reliability 

growth model section-3 describes the testing resource allocation 

problem. Section-4 describes the numerical examples. 

 

II. REVIEW OF SOFTWARERE LIABILITY 

GROWTH MODEL WITH LOGISTIC-

EXPONENTIAL TEF WITH IMPERFECT 

DEBUGGING ENVIRONMENT. 
 
The following are the assumptions for SRGM with logistic-

exponential testing-effort [12][13] 

 

1) the fault removal process follows the NHPP 

2) The software is subject to failure at random time’s causes 

by faults remaining in the system. 

3) The mean number of faults detected in the time interval (t, 

t+Δt) by the current testing-effort is proportional to the 

mean number of remaining faults in the system. 

4) The fault detection rate is constant 

5) The consumption of testing-effort is modeled by a logistic-

exponential TEF 

6) Each time a failure occurs it is removed and there is chance 

of introducing new errors in the software during testing. 

 

Cumulative testing effort is described by Logistic-exponential 

testing-effort has a great flexibility in accommodating all the 

forms of the hazard rate function, can be used in a variety of 

problems for modeling software failure data. 
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The logistic-exponential cumulative TEF over time period (0,t] 

can be expressed as [15] 
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is the total expenditure , k positive shape parameter and h is 

a positive scale parameter 
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Here we assume )()( tmatn       (3) 

Solving above by considering m(0)=0 and r(t)=r we obtain the 

mean value function 
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In this case, we have  

z(t)=n(t)-m(t)= )](*)1(exp[ tWra (5) 

Now we have the following reliability after the testing 
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III TESTING RESOURCE ALLOCATION 

PROBLEM 
In this paper we used two testing resource allocation schemes 

one by minimizing the number of remaining faults and 

allocating the resources to attain the maximum reliability.  

 

3.1 resource allocation by minimizing the number of 

remaining faults[4][5] 

 

1) The software system is composed of M independent 

modules. The number of faults remain in the software 

module is estimated through the software reliability growth 

model. 

2) The total amount of testing resource for module testing is 

specified 

3) The manager has to allocate the testing resource to all 

modules in such way the total number of errors present in 

the software after testing can be minimized. 

From (5) the estimated number of remaining faults is formulated 

by 

])1(exp[ qraz iiiii
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Test resource allocation is formulated as 

Minimize 
M
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The parameters of ai , ri and βi are already estimated by the 

model introduced in section II 

To solve the above problem, we consider the following 

Lagrangian equation: 
M
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Now differentiate above equation with respect to q
i
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The following condition is satisfied for tested modules: 

AAAAAA Mkk
...................

1321
 (13) 

Above sequence is arranged according to the fault detect ability 

for the tested modules. Now if Ak > λ ≥ Ak+1 now we have  
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Solving above equation 
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Optimal Lagrange multiplier λ* exist in the set 

},..........,{
21 M

.Optimal λ* can be calculated by 

setting k=1 and then compute λk by eq (18) for which Ak > λk 

>Ak+1 then λ*= λk. 

 

3.2. Minimizing the remaining faults by considering the 

reliability 

 

Following are the test resource allocation problem [5] 

1) The software system is composed of M independent 

modules. The number of faults remain in the software 

module is estimated through the software reliability 

growth model. 

2) The total amount of testing resource for module 

testing is specified 

3) The manager has to allocate the testing resource to all 

modules by setting the reliability objective in such 

way the total number of errors present in the software 

after testing can be minimized. 

From eq.(6)we obtain 

Rqra ssR
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From (19) we obtain the qi as  
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The right hand side of the equation denotes Di. We have the 

following equation we show the relation between allocated 

resource and maximum allocated resource. 
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By setting the xi=qi-ci ,, we obtain the transform eq.(8) and (9) 
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Minimize
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By suitable transformation above problem can be deduced to eq 

(8) and (9) 

 

IV. NUMERICAL EXAMPLES 
 
Parameters of the testing effort function can be obtained by 

MLE and LSE. Here we assume that all parameters like ai, ri and 

βi (i=1,2………,M) are already been calculated by using the 

software fault detection data and the testing resource data 

observed in module testing. Present scenario we considered a 

software data consists of 10 modules we estimated the 

parameters ai, rI and βi given in the Table.1 

 

Optimal qi
* can be obtained from (15) are shown in the Table.1. 

The estimated optimal λ* =0.000911.  

Then total numbers of remaining faults are estimated from (6) 

 
10

1

])1(exp[
i

iiii qraZ =104.52                   (23) 

 

The total number of faults are decreased from 251 to 104.52 by 

use of test resource expenditure 97,000 man hours; about ((251-

104.52)/251*100) =58.35% reduction in the remaining faults. 

 

Table .1 the values of vi , ai , ri , and βi and allocated testing 

resource expenditure q* for minimizing the remaining faults 

W=97,000. 

Module vi
 ai

 )(10
4

ri
 

i
 q

i
 z i

 

1 1 63 0.5332 0.0010 24478.7 17.1 

2 1 13 2.5230 0.0023 5079.9 3.61 

3 1 6 5.2620 0.0014 2362.6 1.73 

4 1 51 0.5169 0.0045 20561.4 17.7 

5 1 15 1.7070 0.0012 6054.21 5.34 

6 1 39 0.5723 0.0040 15650.38 15.9 

7 1 21 0.9938 0.0010 8339.2 0.17 

8 1 9 1.7430 0.0038 3107.9 5.24 

9 1 23 0.5057 0.0087 4699.2 18.1 

10 1 11 0.8782 0.0065 597.3 10.4 

 
Next by using the values of vi , ai , ri , βi  and γi given in the Table.2 

we have the optimal solution q* shown in the Table.2. Now reliability 

R0 =0.9 is objective value for the software and s=1. Then total 

numbers of faults are decreases from 251 to 104.45 by using the total 

resource expenditure 97,000 man hours; about 58.38% of reduction 

in the remaining faults.  

 

Then total numbers of remaining faults are estimated from (6) 
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Table 2: values of vi , ai , ri , βi  and γi given and allocated 

testing resource expenditure q* for minimizing the 

remaining faults W=97,000. 
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 vi

 

1 63 
0.001

0 

0.533

2 
0.1800 

1377.

7 
24498 18.3 1 

2 13 
0.002

3 

2.523

0 
1.124 

1293.

2 
5081 5.11 1 

3 6 
0.001

4 

5.262

0 
3.167 119.1 2362.8 3.57 1 

4 51 
0.004

5 

0.516

9 
0.2180 

1035.

4 

20576.

5 

18.9

8 
1 

5 15 
0.001

2 

1.707

0 
0.856 

1157.

1 
6059 6.75 1 

6 39 
0.004

0 

0.572

3 
0.2900 

1233.

6 

15664.

1 

17.2

7 
1 

7 21 
0.001

0 

0.993

8 
0.5470 

868.6

5 
8348.9 

10.5

1 
1 

8 9 
0.003

8 

1.743

0 
1.4060 

1046.

8 
3108.9 6.66 1 

9 23 
0.008

7 

0.505

7 
0.4830 

1038.

0 
4769 

19.4

6 
1 

10 11 
0.006

5 

0.878

2 
1.0850 

1410.

4 
600.73 11.8 1 

 

V. CONCLUSION AND REMARKS 
In this paper we have studied two resource allocation policies 

during software testing. We used a imperfect-debugging software 

reliability growth model during the resource allocation 

phenomenon. For above models were proved through the values 

given in the tables. In future some more validations are required to 

prove the efficiency of the model. 
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